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**امنیت ابری سیار:**

**یک مدل دشمن برای امنیت مرورگر های بسیار سبک**

**چکیده**

مرورگر های بسیار سبک بر روری دستگاه های تلفن همراه به طور فزاینده برای دسترسی به سرویس های ابری و آپلود مورد استفاده واقع شده است/ داده های ذخیره شده بر روی ابر، با توجه به قابلیت بارگذاری منابعِ سریعترِ آنها نمایش داده می شوند. این مرورگر ها از اقدامات بهره وری سمت سرویس گیرنده استفاده می کنند، مانند ذخیره سازیِ حافظه نهان بزرگتر و پلاگین های کمتر. با این حال، تاثیر بر امنیت داده ها از چنین اقداماتی در محدوده ی مورد مطالعه است. در این مقاله، ما یک مدل دشمن را برای بررسی امنیت مرورگر های سبک پیشنهاد می کنیم. با استفاده از این مدل دشمن ، ما آسیب پذیری منتشر نشده در چهار مرورگرِ سَبکِ محبوب نشان می دهند، یعنی: مرورگر UC، دلفین، مرورگر CM، و مرورگر های سهام سامسونگ، اجازه می دهند تا یک مهاجم به صورت غیر مجاز به داده های خصوصی کاربران دست یابد. در حالت دوم، شامل تاریخچه ی مرورگر، محتوای ایمیل، و جزئیات حساب بانکی می شود. به عنوان مثال، ما نیز نشان می دهیم که این امر ممکن است به جای تصاویرِ حافظه نهان در یکی از مرورگرها، که می تواند به منظور تسهیل فیشینگ و دیگر فعالیت های جعلی، مورد استفاده قرار گیرد. با شناساییِ نقص طراحی در این مرورگرها )به عنوان مثال ذخیره سازی فایل نادرست)، ما امیدواریم طراحان مرورگر های آینده می توانند از خطا های مشابه جلوگیری کنند.

**کلید واژه ها:** امنیت ابری سیار، امنیت مرورگر های بسیار سبک، مرورگر های UC،دلفین، مرورگر های CM، مرورگر های سهام سامسونگ

**1. مقدمه**

در سال های اخیر، ما شاهد یک تغییر سریع در رفتارهای مروری اینترنت از استفاده از کامپیوترهای شخصی (PC) به دستگاه های تلفن همراه هستیم، به ویژه در دسترسی به سرویس های ابری و ذخیره سازیِ داده ها در ابر ]20،45،23[. به عبارت دیگر، مرور اینترنت به طور فزاینده ای در دستگاه های تلفن همراه انجام می شود]51[. این امر همچنین منجر به افزایش استفاده از مرورگرهای بسیار سبک در دستگاه های تلفن همراه می شود.

مرورگر های سبک برای قابلیتِ بارگذاری منابع سریع آنها محبوب هستند، به خصوص برای مشاهده ی فایل هایِ رسانه ای بزرگ و یا برای بازی. با این وجود، تجارت کردن به معنیِ کاهش دادنِ ویژگی های کاربر و مکانیزم های امنیتی ضعیف است]57،58[. به عنوان مثال، نیازمندی های امنیتی مرورگر اصلی توسط W3C مشخص می شود]46[ اجرا در مرورگرهای معمولی، مانند گوگل کروم و موزیلا فایرفاکس، ممکن است روی مرورگر های سبک نصب نشوند]3[.

مرورگرها برنامه های کاربردی حساس امنیتی هستند. به عنوان مثال، آنها قادر به دسترسی به اطلاعات شناسایی شخصی(Pll) و داده های حساس مانند اطلاعات حساب بانکی هستند. ارتباطات مرورگر را در مراحل مختلف ارتباط می توان هدف قرار داد، به عنوان مثال بر روی دستگاه های سرویس گیرنده، در طول انتقال شبکه، و در سرویس دهنده ها. مسائل امنیتی و راهبرد های کاهشِ مربوط به شبکه و سرور منافع قابل توجهی به دست آورده اند( نگاه کنید به]14،15،52[).امنیت مرورگر ها در دستگاه های تلفن همراه، با این حال، منطقه مورد مطالعه به نظر می رسد. به عنوان مثال، این پرسش مطرح می شود که آیا حافظه نهان و فایل های دیگر به صورت امن توسط مرورگرها ذخیره می شوند یا نه! به طوری که آنها نتوانند توسط فرد ناخواسته یا برنامه ای در دسترس قرار گیرند، این مسئله به خوبی مطالعه نشده است(به عنوان مثال آیا حافظه نهان و فایل های دیگر با اجازه ی فایل مناسب رمزنگاری و ذخیره شده اند؟).

 در این مقاله، ما در تلاشیم تا امنیتِ اطلاعاتِ کاربرِ ذخیره شده توسط مرورگر بسیار سبک بر روی دستگاه های تلفن همراه را ارزیابی کنیم. با استفاده از مدل دشمن با اقتباس از متون امنیتی، ما چهار مرورگر سبک و محبوب را برای دستگاه اندروید بررسی کردیم و آسیب پذیری منتشر نشده را نشان دادیم. ما به این سهم دوگانه توجه می کنیم:

1) یک مدل دشمن برای مطالعه ی امنیت مرورگر تلفن همراه سبک طراحی شده است. و

2) شناسایی آسیب پذیری های منتشر نشده در چهار مرورگر سبک.

بقیه ی این مقاله به شرحی که در ادامه می خوانیم سازماندهی شده است. مواد پس زمینه و متون مرتبط به ترتیب در بخش های 2 و 3 توصیف شده است. در بخش 4، ما مدل دشمن پیشنهادی و برنامه نمونه را ارائه شده است. راه اندازی آزمایشی و یافته ها به ترتیب در بخش 5 و 6 مشخص شده است. در بخش آخر استراتژی های کاهش بالقوه و نتیجه گیری مقاله مطرح شده است.

**2. سابقه و هدف: مرورگرهای موبایل**

مرور یک صفحه ی وب نیاز به بارگذاریِ مجموعه های متعددی از منابع دارد، مانند HTML، CSS، JavaScript و فایل های رسانه ای. به عنوان مثال، مطابق با وانگ و همکارانش. ]54[، بارگذاری این منابع با توجه به تفاوت های معماری و محدودیتهای محاسباتی می تواند بر روی دستگاه های تلفن همراه آهسته تر از رایانه های شخصی باشد.

سرعت در طی مرور وب سایت یکی از نگرانی های اصلیِ کاربران است. به عنوان مثال، بنا به گزارش، یک ثانیه تاخیر در بارگذاری صفحه ی وب می تواند نتیجه را در دیدگاه های مربوط به صفحه ی وب 11% و رضایت مشتریان را 16% کاهش دهد]39[. مشاهدات مشابهی در مطالعات انجام شده توسط آمازون ]33[ و گوگل ]10[ نیز تکرار شد.

مرورگرهای سبک به منظور بهبود سرعتِ مرور، و به تبعِ آن بهبودِ کیفیت تجربه ی کاربران، در سمت سرویس گیرنده راه کار های مفیدی را به کار می گیرند. این مسئله موجبِ ایجاد یک حافظه ی نهان بزرگ تر برای ذخیره سازی و اجتناب از هر گونه پلاگین است که می تواند باعثِ تاخیرِ بارگذاریِ منابع وب شود. حافظه ی نهان یک حافظه ی موقت برای ذخیره سازیِ منابع وب دانلود شده است. اگر یک کاربر تلاش کند تا به URL یا همان صفحه ی وبی که قبلا دیده، دسترسی پیدا کند، مرورگر چک می کند که آیا این صفحه در محتوای حافظه ی نهان وجود دارد یا نه! اگر محتوا یافت شود، مرورگر آن صفحه را از منابعِ حافظه ی نهان بارگذاری می کند، بنابراین، باعثِ صرفه جویی در زمان و منابع شبکه می شود.

مرورگر های محبوب، مانند گوگل کروم، موزیلا فایرفاکس و اپرا، از استاندارد های ذخیره سازیِ وب برای ذخیره ی داده ها در حافظه ی نهان بهره می برند. ذخیره سازی وب را می توان به عنوان بخشی از HTML5 معرفی کرد که توسط اتحادیه ی (کنسرسیوم) جهانی وب(W3C) استاندارد سازی شده است. ذخیره سازی وب شامل دو بخش عمده می شود: ذخیره سازی محلی و جلسه ی ذخیره سازی، که به ترتیب رفتار مشابهی مانند کوکی های ماندگار و جلسه ی کوکی ها از خودشان نشان می دهند. جلسه ی ذخیره سازی تا باز شدنِ صفحه ی وب، منابعِ وب را ذخیره می کند. در موردِ ذخیره سازی محلی، تا زمانی که مرورگر بسته است، حافظه ی نهان تولید شده بر روی دستگاه ها باقی می ماند]55[.

در هر دو محیطِ کامپیوتر های شخصی و دستگاه های تلفن همراه، ذخیره سازی وب امنیت بیشتری نسبت به حافظه ی نهان مرورگر بومی دارد. با توجه به W3C، ذخیره سازی وب اگر به درستی اجرا شود، می تواند برای ذخیره ی اطلاعات حساس کاربر استفاده شود]55[.در دستگاه های اندروید، ذخیره سازی وب معمولا از حافظه ی داخلی دستگاه استفاده می کند(مانند داده/داده/ نام بسته/ فهرست راهنما(دایرکتوری)). بنابراین، این موارد ذخیره شده در حافظه ی نهان نمی توانند به غیر از برنامه مالک توسط هیچ کاربر و برنامه ی دیگری مورد دسترسی قرار گیرند.

با این حال، ذخیره سازی وب توسط حجم حافظه ی نهان محدود می شود. برای استفاده ی عمومی، W3C توصیه می کند که از حجم ذخیره سازی 5مگابیت در هر وب سایت استفاده شود، اما این حجم می تواند در هنگام اجرا بر روی دستگاه های تلفن همراه کاهش یابد. مرورگر های سبک معمولا برای بهبود سرعت بارگذاریِ مرورگر بر روی حافظه های نهان بزرگتر تکیه می کنند. بنابراین، این مرورگر ها اغلب مقدار زیادی از داده های حافظه ی نهانِ خارج از ذخیره سازی وب را در ذخیره سازیِ خارجی انبار می کنند(مانند کارتِ SD).

در دستگاه های اندروید، حافظه ی داخلی به طور کلی برای داده های برنامه، امنیت ذخیره سازیِ محلی بیشتری در نظر گرفته است، چرا که، به طور پیش فرض، داده های ذخیره شده تنها می توانند توسط برنامه ی خالق مورد دسترسی یا تغییر قرار گیرند. در مقایسه، هر گونه منابعِ ذخیره شده در ذخیره سازیِ خارجی توسط هر برنامه ای که اجازه ی READ\_EXTERNAL\_STORAGE را دارد، می توانند مورد دسترسی، تغییر یا حذف قرار گیرد]16[.

جدول1- مرورگر های سبک.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **S. no.** | **نام مرورگر ها** | **نسخه no.** | **ذخیره شده در گوگل پلی(Google play)(در میلیون; ملاحظات از سپتامبر 2015)** | **ملاحظات** |
| 1. | مرورگر UC | 10.6.2 | 100-500 |  |
| 2. | دلفین | 11.4.19 | 50-100 |  |
| 3. | مرورگر CM | 5.20.06 | 10-50 |  |
| 4. | مرورگر های سهام سامسونگ | N/A | N/A | پیش نصب شده با تلفن همراه سامسونگ، بنابراین تعداد کل کاربران و نسخه ی نرم افزار نمی تواند شناسایی شود. |

جدول2 حافظه ی نهان مورد هدف و مکان ذخیره سازیِ فایل هایِ مرورگر ها در این تحقیق

|  |  |  |
| --- | --- | --- |
| **مرورگر ها** | **مکان حافظه ی نهان مورد هدف** | **محتویات** |
| دلفین | /sdcard/TunnyBrowser/cache/speeddial\_covers/sdcard/TunnyBrowser/cache/tablist\_cache/sdcard/TunnyBrowser/cache/webViewCache | URL- های ذخیره شده به منظور دسترسی سریع-تصاویر برداریِ فایل هایِ تصویری-تمام فایل های حافظه ی نهان(HTML, CSS, JavaScript, media) |
| مرورگر UC | //sdcard/UCDownloads/cache//sdcard/UCDownloads/conﬁg/sdcard/UCDownloads/ofﬂine/ | -تمام فایل های حافظه ی نهان-TrafficStatus.db ; شامل زمان بندی و پاسخ ارتباط بین سرویس گیرنده و سرویس دهنده است.-ApplicationCache.db ; شامل داده برای مدیریت بارگذاریِ حافظه ی نهان است. |
| مرورگر CM | /sdcard/CheetahBrowser/.data/ | تاریخچه ی URL مرورگرها |
| مرورگر های سهام سامسونگ | /data/data/com.sec.android.app.sbrowser/ﬁles/ | تصاویر برداریِ فایل هایِ تصویری |

**3. کار مربوطه**

امنیت وب(نرم افزار) دارای تحقیقات متمرکزی در چندین سال بوده است]40[. مرورگرهای رایانه های شخصی، لپ تاپ ها و دستگاه های تلفن همراه، قوانین اساسی برای بارگذاری صفحات وب و ارتباط با سرورها را به اشتراک می گذارند. بنابراین، متون موجود در مورد امنیت مرورگر تمایل به تمرکز بر روی مرورگر های "سنتی" دارد (برای رایانه های شخصی و لپ تاپ ها)، و همچنین تمرکز بر روی امنیت شبکه های دیگر و یا بر روی تشخیص وب سایت های مخرب است(نگاه کنید به ]18،19،21،24،50[).

در سال 2014، Wadka، Misha و Dixit یک "سیستم پاسخ" را ارائه دادند که روشِ کار آن نظارت بر روی جلوگیری از نشت اطلاعات از مرورگر است]53[. "سیستم پاسخ" یک رابط بین برنامه ی مرورگر و هسته ی سیستم عامل(لینوکس) است، که در طول اجرایِ روندِ مرورگر استناد می کند. محققان یک لایه ی میانی بین هسته و لایه ی برنامه پیشنهاد کردند که "سیستم پاسخ" را کنترل می کند و اطلاعات شخصی که در طول مرور به بیرون درز پیدا می کند را فیلتر می کند.

Virvilis و همکارانش] 52[ تاثیراتِ روش فیلترینگِ لیست سیاه در مرورگر ها را ارزیابی کردند که برای جلوگیریِ کاربران از دیدن صفحه های وب مخرب طراحی شده است. در تحقیق مرتبطی دیگر، Amrutkar و همکارانش] 2[ یک مدل تهدید را ارائه کردند، که این مدل امکان کشف ضعف های معماری بر روی دستگاه های تلفن همراه و مرورگرها را امکان پذیر می کند. محققین مسیر های حمله، مانند نمایش بالونی، جعل درخواست میان وبگاهی(CSRF) و سرقت از طریق کلیک کردن(ClickJacking) را نشان دادند، که می توانند برای فیشینگ یا به طور مستقیم برای سرقت اطلاعات از دستگاه های کاربران استفاده شوند(جدول2).

اخیرا در سال 2015، Amrutkar، Traynor و van Oorschot ]3[ شاخص های امنیتیِ(بر اساس دستورالعمل امنیتیِ W3C-]46[) مورد استفاده در مرورگر های محبوب تلفن همراه را ارزیابی می کنند. برای مثال، آنها این مسئله را بررسی می کنند که آیا مرورگر، هویت صاحب سایت و صادرکننده گواهی نامه را تعیین می کنند یا نه! و همچنین اینکه آیا مرورگر از فیلترِ URL ضد فیشینگ استفاده می کند یا نه! خلاصه ای از این تحقیق برای گوگل کروم و موزیلا فایرفاکس در جدول 4 ارائه شده است.

مطالعات قبلی، حافظه ی نهان را به عنوان یک مسیر بالقوه به سازش حریم خصوصی کاربر بر روی ارتباطات مرورگر شناخته است]47،6،8[. به عنوان مثال، Bernstein ]7[نشان داد که یک مهاجم می تواند رفتارهای مرورِ وبِ کاربر را توسط محاسبه ی زمان بارگذاریِ محتوا شناسایی کند. از آن زمان، چندین راه حل برای کاهش چنین حمله هایی پیشنهاد شده است]28،30،37[.

مطالعات موجود به طور کلی بر روی حفاظت از اطلاعات کاربران در حالی که آنها داده های خود را در طول شبکه منتقل می کنند، متمرکز است. با توجه به محبوبیت دستگاه های تلفن همراه، مرورگر ها به طور فزاینده ای مورد هدفِ مجرمان سایبری هستند که به دنبال بهره برداری از مسائل امنیتی ذاتی، مانند بهره برداری از مجوز کاربر و مجوز فایل هستند. به عنوان مثال، Hay ]22[ نشان داد که چگونه نقص های امنیتی مرورگرِ Opera میتواند توسط مهاجم برای دزدیدن اطلاعات شخصی کاربر با بهره برداری از مجوز فایل از حافظه ی نهانِ مرورگرِ Opera مورد سوء استفاده قرار بگیرد.

Jia و همکارانش ]26[قدرت امنیتیِ حافظه ی نهان مرورگرِ 5 کامپیوتر و 15 تلفن همراه را مورد ارزیابی قرار دادند تا تعیین کنند که آنها در معرضِ خطرِ مسمومیتِ حافظه ی نهان مرورگر(BCP) در یک مرد در وسط حمله(MITM) هستند یا نه! محققین نتیجه گرفتند که هر 5 مرورگر کامپیوتر و اغلب مرورگر های تلفن همراهِ مورد بررسی در این تحقیق در معرضِ چنین خطری هستند. در کار مربوطه، Jia و همکارانش]27 [یک روش برای شناساییِ موقعیت جغرافیایی کاربر تلفن همراه(مانند کشور، شهرستان و محله) توسط خرناس در حافظه ی نهان مرورگر و اندازه گیری زمان مورد نیازِ حافظه ی نهان مرورگر ارائه کردند. یک رویکرد مشابه توسط Liang و همکارانش]32[ ارائه شده است، که نشان دهنده ی تاریخچه ی مرورِ کاربر است که می تواند با استفاده از زمانی که حمله بیش از حافظه ی مرورگر است ربوده شود.

جدول3 - خلاصه از یافته ها.

|  |  |
| --- | --- |
| **مرورگر ها** | **اهداف دشمن** |
|  | تاریخچه مرورگر | شرایط جستجو | عصاره ی(دانش) محتوای وب | تغییر محتوای حافظه ی نهان |
| 1.مرورگر دلفین | بله | بله | بله | بله |
| 2.مرورگر CM | بله |  |  |  |
| 3.مرورگر UC | بله | بله | بله |  |
| مرورگر های سهام سامسونگ | بله |  | بله |  |

جدول4 - خلاصه ی مقایسه ای از پیاده سازیِ شاخص های امنیتی در مرورگر های تلفن همراه.

|  |
| --- |
| سلسله ی مرورگر]3[ |
| مرورگر ها | فیلتر ضد فیشینگ | نمایش هویت ارائه دهندگان | نمایش گواهی نامه |
| گوگل کروم | بله | بله | بله |
| موزیلا فایرفاکس | بله | بله | بله |
| **مرورگر های سبک(نتیجه ی ارزیابی ما)** |
| دلفین | نه | بله | بله |
| مرورگر UC | نه | نه | نه |
| مرورگر های سهام سامسونگ | نه | بله | بله |
| مرورگر CM | بله | بله | بله |

امنیت ذخیره سازی در اندروید نیز اخیرا مورد توجه محققین بوده. در سال 2015، برای مثال، Liu و همکارانش ]34[ بر روی رفتار های ذخیره سازی داده های برنامه ی اندروید مطالعه کرده اند. آنها داده های ذخیره شده توسط برنامه های ارتباطیِ محبوب را مورد بررسی قرار دادند(مانند ویبو، فیسبوک، اینستاگرام، لاین، اسکایپ و وایبر) برای اینکه تعیین کنند چه مقدار از داده های خصوصی کاربران از این برنامه ها بدون آگاهیِ کاربران توسط مهاجم قابل دزدین است. این مطالعه همچنین نشان می دهد که امنیت اطلاعات خصوصی کاربران وابسته به این است که آیا طراحِ برنامه این اطلاعات را حساس یا غیر حساس تعیین کرده است. داده هایی توسط طراحِ برنامه غیر حساس در نظر گرفته خواهد شد که به منظور اشتراک در حافظه ی ذخیره سازیِ خارجی ذخیره شده باشد، که در دسترس دیگر کاربران هم قرار می گیرد. با این حال، هیچ تعریف یکسانی برای داده های حساس و غیر حساس وجود ندارد. این مسئله نشان دهنده ی این است که در بعضی موارد، شماره تلفن، لیست تماس و دیگر اطلاعات خصوصیِ کاربر به دست آمده از فایل های عمومی به اشتراک گذاشته شده توسط کاربر است.

مطالعات انجام شده توسط Zhang و همکارانش ]59[ نیز بقایای به جا مانده از داده توسط برنامه های اندروید پس از حذف آنها را گزارش می دهد که می تواند اطلاعات حساسی را به مهاجم نشان دهد. آنها در آزمایششان، بقایای بهبود داده از سرویس های سیستم و سرویس برنامه ی سیستم را مورد بررسی قرار دادند. آنها قادر به بازیابیِ اطلاعات حساسی مانند اعتبار ورودی کاربران، کلید های عمومی/خصوصی، URL و محتوای قصد انتظار شدند. یافته های مشابهی از تجزیه و تحلیل برنامه های تلفن همراه نیز گزارش شده است]5،13،31،42،43،44،35،36،41،48[.

Liu و همکارانش ]34[ نشان دادند که چگونه یک مهاجم با قابلیت نصب یک برنامه با مجوزِ WRITE\_EXTERNAL\_STORAGE, READ\_EXTERNAL\_STORAGE and INTERNET می تواند دسترسی غیر مجاز به فایل های ذخیره شده ی عمومی در دستگاه های اندروید پیدا کند. مشابه به روش Liu و همکارانش ]34[، Zhua و همکارانش ]60[ از یک مدل دشمن با قابلیت های یک مهاجم برای دزدیدن و ارسال داده از طریق مرورگر با استفاده از قصدِ URL ACTION-VIEW استفاده کردند. اما، این روش(مدل دشمن ِ مجوز صفر) تنها زمانی می تواند داده را انتقال دهد که صفحه نمایش دستگاه در حال اجرا باشد. استفاده از مدل دشمن در امنیت برنامه ی تلفن همراه نیز در این مطالعه یافت می شود که توسط Martini و Choo ]16[ انجام شده است.

**4. مدل دشمنِ پیشنهادی ما و یک نمونه ی اولیه ی نرم افزار**

**4.1. مدل دشمن**

در یک کار اخیرِ انجام شده، Martini و Choo ]17[ اولین مدل دشمن برای خروج داده های پنهان اندروید را ارائه کردند. در این مدل، دشمن دارای قابلیت رهگیری، تزریق، ویرایش، حذف، رمزگذاری، رمزگشایی، انتقال، و گوش دادن به ارتباطات کاربر است. در یک کار مرتبط D’Orazio و Choo ]12[ یک مدل دشمن ارائه کردند که این مدل قطاری از قابلیت های دنیای واقعیِ را دارد، از جمله: مدیریت حقوق دیجیتال (DRM) مهاجم برای دستگاه های تلفن همراه. در این مقاله، ما یک مدل ضعیفتر )و احتمالا، واقعی تر( از آنچه Martini و Choo ]17[ و D’Orazio و Choo ]12[ انجام داده اند، ارائه کردیم، و نشان دادیم که دشمن به عنوان چنین مدلی نیز می تواند برای کشف و بهره برداری از آسیب پذیری در مرورگر های سبک برای دستگاه های آندروید استفاده شود.

ما یک مرورگر موبایل را در صورتی نا امن در نظر می گیریم که هر کدام از این اهداف برآورده شود.

هدف 1: دشمن تاریخچه ی URL مرورگر را می آموزد.

هدف 2: دشمن عبارات جستجوی کاربر را می آموزد.

هدف 3: دشمن محتوای صفحه وب(مانند محتوای ایمیل کاربر،اطلاعات حساب بانکی) را می آموزد.

هدف 4: دشمن می تواند محتوای حافظه ی نهان(مانند فایل تصویری) را تغییر دهد.

**2.4. نمونه ی اولیه ی نرم افزار**

برای نشان دادن ابزار های مدل دشمنمان، ما یک نمونه ی اولیه از برنامه ی اندروید را آماده کرده ایم که قادر به خواندن و نوشتن فایل ها در حافظه ی به اشتراک گذاری شده ی خارجیِ دستگاه است( از طریق مجوز های READ\_ EXTERNAL\_STORAGE and WRITE\_EXTERNAL\_STORAGE). ما با ملاحظه ی اینکه اگر به این برنامه دسترسی به مجوزِ WRITE\_EXTERNAL\_STORAGE اعطا شود، مجوزِ READ\_ EXTERNAL\_STORAGE به طور خودکار اعطا شده است. به منظور انتقال داده از دستگاه کاربر، برنامه نیازمند مجوزِ اینترنت خواهد بود. با این حال، برنامه های اندروید نیازی به اطلاع و یا درخواست برای تصویب کاربر برای این مجوز ندارند، زیرا این مجوز اگر در فایل بیانیه اظهار شود، به طور پیش فرض به تمام برنامه ها اعطا می شود. مجوز دیگری که برنامه ی ما نیاز دارد ACCESS\_NETWORK\_STATE است، که به دشمن اجازه می دهد تا نوع شبکه ای که دستگاه به آن وصل است را بشناسد( مانند WiFi و یا 3G/4G). به عبارت دیگر برنامه ی ما نیازمند تاییدِ کاربر برای مجوز WRITE\_EXTERNAL\_STORAGE و ACCESS\_NETWORK\_STATE است.

یک چالش کلیدی برای هر برنامه ی مخرب )از جمله برنامه ما( جلوگیری از تشخیص توسط کاربران و فیلترهای نرم افزارهای مخرب است. الگوریتم های فیلتر مخرب به طور کلی بر اساس ارزیابی مجوز کاربران ]1،4،49[ و وضعِ فعالیت است. این الگوریتم ها یک برنامه را در صورتی مشکوک در نظر می گیرند که بیش از حد مجوز هایی یا مجوز های مرتبط با فعالیت تحمیل هزینه به دست آورد، مانند ارسال SMS یا MMS یا تماس گرفتن) به عنوان مثال، به شماره حق بیمه( ]25،9،61[. بنابراین، برنامه ی ما برای استفاده ی تعداد کم، به طور مداوم و بدون هزینه ی تحمیل مجوز مربوطه برای جلوگیری از تشخیص طراحی شده است.

زه کشی بیش از حد از باتری و یا مصرفِ زیاد پهنای باند شبکه نیز منجر به تشخیص و یا بالا بردن سوء ظن کاربر می شود. بنابراین، به منظورِ جلوگیری از استفاده ی بیش از حد باتری، برنامه ی ما برای استفاده ی اندروید ساخته شده در تنها توابع شنونده طراحی شده است. به طور مشابه برای جلوگیری از مصرفِ زیاد پهنای باند، برنامه ی ما اطلاعات کاربر را تنها زمانی که دستگاه به شبکه ی WiFi متصل است، به یک سرور شخص ثالث که تحت کنترل دشمن است آپلود می کند. اگر این کاربر در حال مرور صفحات وب با استفاده از 3G/4G باشد، برنامه ی ما داده های حافظه ی نهان مرورگر را بر روی پوشه ی خصوصی برنامه کپی می کند و منتظر می ماند تا دستگاه به WiFi متصل شود. به عبارت دیگر این برنامه در WiFi و شبکه ی 4 G اجرا می شود.

**4.2.1. فعالیت 1: تعیینِ زمانی که مرورگر شروع به اجرا می شود.**

اندروید روش های متعددی را به منظورِ بازگشتِ برنامه های در حال اجرا فراهم می کند. و یک روش موثر برای ایجاد یک گیرنده ی پخش برای برنامه ی مرورگرِ مورد هدف استفاده از ActivityManager.getRunningAppProcess() است. با این حال، این ویژگی در اندرویدِ APl سطحِ 21 قدیمی شده است. بنابراین، ما از ویژگیِ fileObserver بومی در اندروید استفاده خواهیم کرد. زمانی که در فایل مقصد یا دایرکتوری تغییراتی رخ دهد، به اطلاع برنامه می رساند. FileObserver از زیر سیستمِ inotify از هسته ی لینوکس استفاده می کند، که fileSystems را برای حریق اطلاعات زمانی که یک دایرکتوریِ داده شده توسط این مرورگر در دسترس قرار گیرد، گسترش می دهد.

**4.2.2. فعالیت2: کپی کردن از فایل های حافظه ی نهان**

از آنجا که در اندروید فرمانِ "Cp" وجود ندارد، ما از InputStream و OutputStream بومی برای کپی کردن فایل ها از دایرکتوریِ حافظه ی نهان مرورگر استفاده می کنیم(در الگوریتم2) سپس ما فایل هایی را که با استفاده از الگوریتم 1 کپی شده اند، شناسایی می کنیم. فایل های کپی شده در دایرکتوریِ حافظه ی نهانِ برنامه ی اولیه(در حافظه ی داخلی) به منظورِ جلوگیری از بالا بردن سوء ظن کاربر ذخیره خواهند شد. برای به حداقل رساندن استفاده از منابع، ما دایرکتوریِ حافظه ی نهانِ برنامه ی اولیه را به 5MB محدود خواهیم کرد و سیستم به طور خودکار وقتی که این حد پر شود، فایل های قدیمی تر را پاک خواهد کرد.





به منظورِ بهبودِ بهره وری از برنامه ی نمونه ی اولیه، ما می توانیم توسط اجرای این دستور "این فایل از قبل موجود است" از کپی شدنِ همان فایل بیش از یک بار جلوگیری کنیم.

**4.2.3. فعالیت3: بررسی کردن اتصال شبکه و انتقال فایل**

آپلود مکرر فایل های حافظه ی نهان از دستگاه های سرویس گیرنده می تواند سوء ظن را با توجه به مصرف پهنای باند بالا ببرد(مانند زمانی که کاربر یک برنامه ی داده محدود دارد). بنابراین، برنامه ی نمونه ی اولیه ی ما برای بررسی اتصالِ WiFi طراحی شده است(در الگوریتم 3).



اگر یک اتصالِ WiFi شناسایی شود، داده های ذخیره شده در حافظه ی خصوصیِ برنامه ی ما بر روی سرور تعیین شده، آپلود خواهد شد.

آپلودِ فایل ها بر روی سرور می تواند بر اساس اتصالِ به WiFi، یک فرآیند مصرف منابع و طولانی باشد. برنامه ی ما به عنوان یک سرویس در پس زمینه اجرا می شود، ما می توانیم برای آپلود فایل ها از "asyncTask" استفاده کنیم. حلقه ی این برنامه تا زمانی که آپلود کامل شود، چندین مرتبه اجرا خواهد شد- در شکل1. سپس فایل ها از حافظه ی خصوصی برنامه پاک خواهند شد.



شکل1. آپلود فایل ها بر روی سرورِ تعیین شده

**4.2.4. فعالیت 4: درج تصویر در حافظه ی نهان (مسمومیت حافظه ی نهان)**

با استفاده از مجوزِ WRITE\_EXTERNAL، برنامه ی ما قادر به درج تصویر در دایرکتوریِ حافظه ی نهانِ مرورگر است- در الگوریتم 4 و 5. بارگذاریِ تصویر درج شده توسطِ مرورگر به تعدادی از شرایط بستگی دارد، مانند زمان انقضا، نوع فایل حافظه ی نهان و فرکانس دسترسی کاربر به URL مربوطه.





**5. راه اندازی آزمایش**

بنا به آمارِ گوگل پلی استور، مرورگر هایِ گوگل کروم، موزیلا فایرفاکس و مرورگر های UC محبوب ترین مرورگر ها در برنامه های اندروید هستند. کروم و فایرفاکس دارای سازگاریِ مرور کراس-پلتفرم و اجرای اقدامات امنیتی مختلف هستند. با این حال، مرورگر های سبک بین کاربرانی که سرعتِ بارگذاریِ منابعِ آنها به طور قابل ملاحظه ای کمتر است، محبوب هستند ]11[، مخصوصا بارگذاریِ فایل های رسانه ای بزرگ و در محیط بازی.

بنابراین، در این تحقیق، ما سه مرورگر سبک اندروید را انتخاب کرده ایم: دلفین، مرورگر های CM و مرورگر های UC(از سپتامبر سال 2015، بر اساس دانلود های گوگل پلی استور). از آنجایی که سامسونگ یک مدل محبوب اندروید است، ما مرورگر سهام سامسونگ را نیز قرار دادیم (نام بسته: com.sec.android. app.sbrowser) که به طور پیش فرض بر روری سامسونگِ Galaxy S4 با نسخه ی اندرویدِ 2.4.4 نصب شده است.

جدول 1 اطلاعاتی در موردِ سه مرورگرِ انتخاب شده به ما نشان می دهد. ما در حال حاضر به طور خلاصه توضیحی در موردِ وضعیتِ ذخیره سازیِ حافظه ی نهانِ مرورگر های انتخاب شده ارائه می دهیم.

مرورگر UC یکی از محبوب ترین مرورگر های اندروید است که بسش از 100 میلیون بار دانلود شده است. پس از بازرسی اولیه، ما کشف کردیم که مرورگرِ UC، بخشِ بزرگی از فایل های حافظه ی نهان را در حافظه ی به اشتراک گذاری شده ی خارجی ذخیره می کند، که شاملِ فایل های HTMLاز صفحه های وبِ دیده شده، JavaScript، Css، فایل های تصویری و طیف وسیعی از پایگاه داده های پر شده توسطِ فعالیت مرور کاربران است. این پایگاه داده ها تنها اطلاعات مربوط به صفحه های وبِ مرور شده توسط کاربران را نشان نمی دهند، بلکه تعداد دفعاتی که دیده شده اند و همچنین زمان دسترسی و اینکه هر بار چه پاسخی از سرویس دهنده دریافت کرده اند را نیز نشان می دهند. همچنین این مسئله که چه مقداد داده(پهنای باند) را هنگام دسترسی به هر صفحه به طور جداگانه استفاده کرده اند را نیز نشان می دهند.

مرورگر دلفین یکی از قدیمی ترین مرورگر های تعریف شده برای اندروید است. بازرسی اولیه ی حافظه ی نهان آن نشان می دهد که مرورگر دلفین اکثر منابع حافظه ی نهان را در حافظه ی به اشتراک گذاری شده ی خارجی در /sdcard/TunnyBrowser/cache/ directory ذخیره می کند. این مرورگر سه زیر-دایرکتوری دارد: speeddial\_covers، tablist\_cache و webviewCache. همانطور که از نام آن مشخص است، Speed dial(دسترسیِ سریع( به کاربر اجازه می دهد تا URL های مورد علاقه و URL هایی که بیش تر استفاده می کند را بر روی عکس های ریزِ(thumbnails) جلوی مرورگر ذخیره کند. دایرکتوریِ Speeddial\_covers، URL و فایل های مربوط به آن وب سایت را ذخیره می کند.

ما مشخص کردیم که دلفین، تصاویرِ محتوای وبِ نمایش داده شده را دخیره کرده است. به عنوان مثال، هنگامی که یک کاربر به طور هم زمان بیش از یک صفحه را مرور می کند، محتوای آن صفحه به عنوان یک تصویر قابل مشاهده خواهد بود، که حجم آن در حدود 50KB خواهد بود و در دایرکتوریِ tablist\_cache ذخیره خواهد شد. تمامِ دیگر فایل های حافظه ی نهان، که شاملِ HTML، Css و فایل های رسانه ای می شود در دایرکتوریِ webViewCache ذخیره می شود.

بازرسی اولیه نشان داده که مرورگر CM، اکثر فایل های حافظه ی نهان را در حافظه ی داخلی ذخیره می کند، و ما مشخص کردیم که ذخیره سازیِ محلی در دایرکتوریِ app\_webview اجرا می شود، مشابهِ ذخیره سازیِ حافظه ی نهانِ استانداردِ ارائه شده در HTML5. با این وجود، URL های دیده شده در فایلی در حافظه ی به اشتراک گذاری شده، ذخیره و لیست می شوند.

در موردِ مرورگر سهام سامسونگ، فایل های حافظه ی نهان، شاملِ HTML، javaScript و فایل های رسانه ای می شود که در حافظه ی داخلی ذخیره شده اند. مشابهِ مرورگرِ دافین، همچنین هر زمان که محتوای جدید در مرورگر بارگذاری شود، تصاویر را به عنوانِ فایلِ bitmap ذخیره می کند. این bitmap زمانی که کاربر به کلید سوئیچ برنامه ی سریع در دستگاه دسترسی دارد یا زمانی که کاربر اقدام به تغییرِ صفحه در مرورگر می کند، ممکن است برای نمایشِ پیش نمایش هایِ برنامه های کاربردیِ در حال اجرا استفاده شود.

به طور پیش فرض، فایل های ذخیره شده در حافظه ی داخلی، خصوصی و تنها قابل دسترسی توسط صاحب برنامه در نظر گرفته می شوند. با این وجود، این مجوز می تواند در هنگام ایجاد یک فایل با استفاده ازپرچم هایِ MODE\_APPEND، MODE\_WORLD\_READABLE و یا MODE\_WORLD\_WRITABLE توسط خالقِ برنامه تغییر کند. این مسئله به عنوانِ "نقص امنیتی جدی" برای اندروید در نظر گرفته می شود و از اندرویدِ API در سطحِ 17 حذف شده است. با این حال، یک نقص در مرورگر سهام سامسونگ یافت شده است که توسط این تحقیق ما نشان داده می شود. به طور خاص، ما مشخص کردیم که تصاویر ذخیره شده توسط مرورگر سهام سامسونگ در حافظه ی نهانِ آن با سطحِ دسترسیِ 644 (rw-r–r–) مجوز کاربر اختصاص داده شده است.، بدین معنی است که می تواند توسط هر برنامه ی دیگری مورد دسترسی قرار بگیرد.

در این تحقیق، ما از سامسونگِ Galaxy S4(بدون ریشه) در حال اجرا برای اندروید با نسخه ی 2.4.4 به عنوان دستگاهِ اصلیِ آزمایش استفاده کردیم. ما سپس برنامه ی نمونه(در بخش بعدی) را بر روی دستگاه نصب کردیم، که در فرایند پس زمینه اجرا می شود. ما همچنین هر مرورگر را برای 5 دقیقه در URL های باز شده در چند صفحه اجرا کردیم. به منظور بررسی اثرِ مدل دشمنِ ما، ما همین آزمایش را بر روی سامسونگِ Galaxy S5(بدون ریشهroot - ) با اندرویدِ نسخه ی .0.5 نیز اجرا کردیم.

**6. یافته ها**

در این بخش ما یافته های تحقیقمان را توضیح می دهیم.

**6.1. دلفین**

ما موفق به کپی کردنِ تمام فایل ها در دایرکتوریِ ریشه ی حافظه ی نهان (/sdcard/TunnyBrowser/Cache) و در زیر شاخه های آن شده ایم. همچنین فایل ها با موفقیت در سرویس گیرنده ی ما آپلود شده اند.

در بازرسیِ فایل های آپلود شده، با مشاهده ی محتوای(شاملِ فایل های رسانه ای می شود.) صفحه های وب دیده شده و غیره، ما قادر به بازیابیِ تاریخچه ی URL مرورگر شدیم. ما همچنین با دسترسی به لینک در فایلِ HTML قادر به بازیابیِ محتوای خصوصیِ صفحه وب شدیم، مانند تصاویر و پست های دیوارِ صفحه ی فیسبوکِ کاربر. از تصاویر آپلود شده، ما توانستیم ایمیل ها، جزئیات حساب کاربری و دیگر اطلاعات حساس کاربر را به دست آوریم. ما همچنین مشخص کردیم که دلفین، تصاویرِ حافظه ی نهان را بدون تغییرِ هدر ذخیره می کند. به طور کلی، زمانی که کاربر تلاش می کند تا به همان URL دسترسی پیدا کند، مرورگر توسط حافظه ی نهانِ سرویس دهنده بررسی می شود که مشخص شود آیا حافظه ی نهانِ ذخیره شده تغییر یافته است یا نه! با این وجود، دلفین قادر به شناساییِ حافظه ی نهانِ تغییر یافته در تحقیق ما نیست. به طور خاص، ما صفحه ی اصلیِ آمازون(https://www. amazon.com/) را مرور کردیم و مشخص کردیم که تمام تصاویر محصولات در حافظه ی نهان ذخیره می شوند. پس از آن ما تعدادی از این تصاویر را با تصاویر دیگر با همان نامِ فایل جایگزین کردیم. ما بلافاصله همان صفحه را دوباره مرور کردیم و آن را با تصاویر جایگزین شده(به جای تصاویر اصلی) ارائه کردیم. ما همچنین به این مسئله که زمان بین مرور اول و دوم کمتر از 2 دقیقه بود توجه کردیم. یافته های ما برای 2 دستگاهِ دیگر نیز صادق بود- سامسونگِ Galaxy S4 و سامسونگِ Galaxy S5.

**6.2. مرورگرِ UC**

مشابهِ یافته های توضیح داده شده در بخشِ 6.1، ما موفق به کپی کردن و آپلود کردنِ داده های ذخیره شده در دایرکتوریِ ریشه ی حافظه ی نهان شده ایم(/sdcard/UCDownloads). ما قادر به شناسایی تصاویر نیستیم، اگرچه بر اساس اطلاعات جمع آوری شده از دیگر فایل های حافظه ی نهان و پایگاه داده، ما در دوره ی نقاهت تاریخچه ی مرورگرِ وب و شناسایی وضعیت مرور کاربر موفق بوده ایم. برای مثال، ما قادر به تعیین این هستیم که صفحه ی وب در چه زمانی و توسط چند نفر دیده شده است. همچنین قادر به بازیابیِ محتوای صفحه ی وبِ دیده شده هستیم. ما نتایجِ مشابهی برای هر دو دستگاه به دست آوردیم.

**6.3. مرورگر سهام سامسونگ**

همانطور که قبلا در بخش 5 توضیح داده شد، مرورگر سهام سامسونگ تمام منابعِ حافظه ی نهان را در حافظه ی داخلی دستگاه ذخیره می کند. با این وجود، در سامسونگِ Galaxy S4، ما قادر به کپی کردن و آپلود کردن تصاویر از دستگاه شده ایم، یکبار هم محتوای جدیدی در مرورگر بارگذاری شد. از طریق این تصاویر، ما قادر به شناساییِ فعالیت های مرور کاربر به خوبیِ محتوای سایت های دیده شده، هستیم. ما همچنین قادر به بازیابی اطلاعات دیگری مانندِ پیام های ایمیل و جزئیات حساب کاربری هستیم. محتوای ذخیره شده با استفاده از مجوزِ دسترسیِ 644، ما را از هر گونه اصلاح باز میدارد.

 ما دریافتیم که این مرورگر بر روی سامسونگِ galaxy S5 با اندرویدِ نسخه ی 0.5 به صورت پیش فرض نصب شده است. با این وجود، بازرسی ما از دیگر موبایل ها و تبلت های سامسونگ نشان دهنده ی این است که این مرورگر بر روی دستگاه های اندروید با نسخه ی 2.4.4 نصب شده است.

**6.4. مرورگرِ CM**

با کمال تعجب، مرورگر CM تمام فایل های حافظه ی نهان، از جمله تصاویر برای جهت یابیِ چند صفحه ای، پایگاه داده، فایل های HTML و فایل های رسانه ای را بر روی حافظه ی داخلی دستگاه در حالت خصوصی ذخیره می کند. تنها اطلاعاتی که ما می توانیم بازیابی کنیم، لیستِ URL های دیده شده توسط کاربر است که به عنوان یک فایل در /sdcard/CheeahBrowser/.data/ موجود است. مشابهِ یافته های گزارش شده در موردِ دو دستگاه دیگر.

**6.5. خلاصه**

جدول 3 یافته های این تحقیق در مورد 4 مرورگر را به طور مختصر بیان کرده است.

جدول 4 پیاده سازیِ امنیتیِ(مورد استفاده در تحقیقِ ]3[) مرورگر های سبکِ مورد مطالعه در این مقاله، و همچنین ملتزمینِ دو مرورگر محبوب دیگر را به طور مختصر بیان کرده است. این مسئله روشن که است که دلفین، مرورگرِ UC و مرورگر های سهام سامسونگ فاقد مکانیزم های امنیتی اساسی هستند.

**7. بحث و بررسی**

تعدادی از برنامه های تجاری به منظورِ پیگیری و نظارت بر فعالیت کاربران بر روی دستگاه های اندروید طراحی شده اند، مانند FlexySpy و MobileSpy. این برنامه ها به کاربر اجازه می دهند تا تاریخچه ی مرورگر را بخواند و بر روی دستگاه های بدون ریشه علامت گذاری کند، اما آنها نیاز به مالک دستگاه تلفن همراه و اجازه دسترسی به برنامه را دارند، مانند مجوز مرورگرِ "com.android. . READ\_HISTORY\_BOOKMARKS"" برای دسترسی به تاریخچه ی مرورگر و " android.permission.ACCESS\_FINE\_LOCATION" یا " android.permission.ACCESS\_COARSE\_LOCATION" برای ردیابی محل کاربر استفاده می شوند. این برنامه قادر به گرفتن تصاویری از فعالیت های مرورگر و یا دسترسی به محتوا نیستند(ایمیل و جزئیات حساب شخصی) مگر اینکه دستگاه روت شده باشد و ه آن مجوزهای خاص اضافی اعطا شده باشد.

ما نشان دادیم که برنامه ی نمونه ی ما می تواند تاریخچه و محتوای مرورگر های مقصد را بخواند( از طریق حافظه ی نهان) و همچنین از مرورگر سهام سامسونگ تصویر بردارب نماید. در مرورگر دلفین، برنامه ی ما همچنین می تواند فایل های تصویری در حافظه ی نهان را جایگزین کند و تصاویر جایگزین شده را نمایش دهد(به جای فایل های وب قانونی).

از آسیب پذیری های شناسایی شده در این مقاله، سه آسیب پذیری توسط پروژه ی امنیتی برنامه ی وبِ باز( OWASP) به عنوان 10 آسیب پذیریِ اصلی برای برنامه های تلفن همراه شناسایی شده است ]38[- در جدول 5.

ذخیره سازیِ نا امن داده ها شاملِ عمل ذخیره سازی اطلاعات حساس بدون رمزنگاری و یا حفاظت از اطلاعات در مکانی نا امن است. برای مثال، ما در این تحقیق مشخص کردیم که مرورگر سهام سامسونگ تصاویر را در حافظه ی داخلی با یک مجوز فایلِ ضعیف ذخیره می کند. برنامه ی نمونه ی ما قادر به تزریقِ محتوای مخرب در حافظه ی نهانِ مرورگر دلفین است. بنابراین، این مرورگر به یک حمله ی تزریقی از سمت سرویس گیرنده آسیب پذیر است.

نشت اطلاعات به طورِ ناخواسته می تواند نتیجه ی ذخیره ی اطلاعات در مکانی نا امن باشد (به عنوان مثال داده ی ذخیره شده می تواند توسط شخص یا برنامه ی غیر مجاز مورد دسترسی قرار گیرد). برای مثال، این 4 مرورگرِ مورد بررسی در این مقاله، داده را در حافظه ی به اشتراک گذاری شده ی خارجی ذخیره می کنند، که می تواند توسط برنامه های دیگر مورد دسترسی قرار گیرد.

**8. نتیجه گیری و کارِ پیشِ رو**

در این مقاله ما یک مدل دشمن ارائه کردیم که می تواند در مطالعه ی امنیت مرورگر های سبک استفاده شود، که یک روش محبوب از دسترسی به سرویس های ابری است. برای نشان دادنِ عملیِ این مدلِ دشمن، ما یک برنامه ی نمونه ساختیم. با استفاده از 4 مرورگرِ سبک محبوبِ مورد مطالعه، ما مشخص کردیم که دلفین، مرورگرِ CM و مرورگرِ UC اطلاعات کاربری حساس را در حافظه ی خارجیِ اشتراک گذاری شده ذخیره می کنند. اگرچه مرورگرِ سهام سامسونگ اطلاعات کاربری حساس را در حافظه ی داخلی دستگاه ذخیره می کند. ما نشان دادیم که یک مهاجم می تواند از مجوز های فایل ضعیف برای دسترسی به اطلاعات ذخیره شده بهره برداری کند.

این آسیب پذیری به علتِ یک نقص طراحی است؛ ذخیره سازی فایلِ نادرست توسط مرورگرها. این مسئله همچنین نیاز به اطمینان برای ذخیره سازی فایل های اندروید و سیستم مجوز فایل به منظور بهبود را برای جلوگیری از دسترسیِ افراد غیر مجاز به فایل های ایجاد شده توسط برنامه های دیگر تقویت می کند. از دیدگاهِ اجرایی، بارگذاری محتوا از حافظه داخلی بدون به خطر انداختن امنیت، بسیار کارآمد تر است]29[. با این وجود، به نظر می رسد که مرورگر ها هنوز هم برای استفاده از حافظه ی خارجی طراحی شده اند تا استفاده از حافظه ی داخلی، شاید با توجه به حجم ذخیره سازیشان اینطور باشند. بنابراین، ما باور نداریم که توصیه ای ساده به مرورگر ها برای ذخیره سازی فایل ها در حافظه ی داخلی استراتژیِ قابل دوامی باشد، مگر اینکه خطر مرتبط با مجوز فایل همچنان مورد خطاب قرار بگیرد(در ]34[ ]56[). بنابراین، یک راه حل کوتاه مدت برای مرورگر ها می تواند ذخیره ی فایل های غیر حساس یا بزرگ (مانند کلیپ های ویدئویی) در حافظه ی خارجی باشد. با این حال، بهتر است به کاربران هشدار داده شود که این فایل ها ممکن است توسط برنامه های دیگر مورد دسترسی قرار بگیرند.

جدول5 - شناسایی آسیب پذیریِ امنیت 10 برنامه ی تلفن همراه توسط OWASP

|  |  |
| --- | --- |
| **آسیب پذیریِ امنیت 10 برنامه ی تلفن همراه OWASP** | **شناسایی آسیب پذیری در مرورگر ها** |
|  | **دلفین** | **UC** | **CM** | **سهام سامسونگ** |
| کنترل سمت سرویس دهنده ی ضعیفذخیره سازیِ داده ی نا امن | بله  | بله  | بله  |  |
| حفاظتِ ناکافیِ لایه ی انتقال نشت داده به طور ناخواسته | بله  | بله  |  | بله  |
| احراز هویت و مجوز ضعیف |  |  |  |  |
| رمزنگاری شکستهتزریق سمت سرویس گیرنده | بله  |  |  |  |
| تصمیم گیری های امنیتی از طریقِ ورودیِ غیر قابل اطمینان |  |  |  |  |
| اداره ی جلسه ی نا مناسب |  |  |  |  |
| حمایتِ فاقد دودویی |  |  |  |  |

**تشکر و قدردانی**

دیدگاه ها و نظرات بیان شده در این مقاله توسط خودِ نویسندگان است، نه سازمان هایی که آنها را همراهی می کنند. همچنین نویسندگان مایل اند از سردبیر و منتقدان ناشناس برای ارائه ی انتقادات و پیشنهادات سازنده و سخاوتمندانه تشکر کنند. با وجود کمک های ارزشمندِ آنها، هرگونه خطای باقی مانده در این مقاله تنها به نویسندگانِ این مقاله نسبت داده می شود.
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