
Accepted Manuscript

Exploring children’s learning experience in constructionism-based coding activities 
through design-based research

Sofia Papavlasopoulou, Michail N. Giannakos, Letizia Jaccheri

PII: S0747-5632(19)30018-4

DOI: 10.1016/j.chb.2019.01.008

Reference: CHB 5875

To appear in: Computers in Human Behavior

Received Date: 02 May 2018

Accepted Date: 13 January 2019

Please cite this article as: Sofia Papavlasopoulou, Michail N. Giannakos, Letizia Jaccheri, Exploring 
children’s learning experience in constructionism-based coding activities through design-based 
research,  (2019), doi: 10.1016/j.chb.2019.01.008Computers in Human Behavior

This is a PDF file of an unedited manuscript that has been accepted for publication. As a service to 
our customers we are providing this early version of the manuscript. The manuscript will undergo 
copyediting, typesetting, and review of the resulting proof before it is published in its final form. 
Please note that during the production process errors may be discovered which could affect the 
content, and all legal disclaimers that apply to the journal pertain.



ACCEPTED MANUSCRIPT

Exploring children’s learning experience in 

constructionism-based coding activities through design-

based research

Sofia Papavlasopoulou* Michail N. Giannakos and Letizia Jaccheri

{spapav, michailg, letizia.jaccheri }@ntnu.no

Department of Computer Science, Norwegian University of Science and Technology 

(NTNU), Trondheim, Norway 

ABSTRACT

Over the last few years, the integration of coding activities for children in K-12 education has 
flourished. In addition, novel technological tools and programming environments have 
offered new opportunities and increased the need to design effective learning experiences. 
This paper presents a design-based research (DBR) approach conducted over two years, 
based on constructionism-based coding experiences for children, following the four stages of 
DBR. Three iterations (cycles) were designed and examined in total, with participants aged 
8–17 years old, using mixed methods. Over the two years, we conducted workshops in which 
students used a block-based programming environment (i.e., Scratch) and collaboratively 
created a socially meaningful artifact (i.e., a game). The study identifies nine design 
principles that can help us to achieve higher engagement during the coding activity. 
Moreover, positive attitudes and high motivation were found to result in the better 
management of cognitive load. Our contribution lies in the theoretical grounding of the 
results in constructionism and the emerging design principles. In this way, we provide both 
theoretical and practical evidence of the value of constructionism-based coding activities.
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Exploring children’s learning experience in constructionism-
based coding activities through design-based research 

Abstract 
Over the last few years, the integration of coding activities for children in K-12 education has 
flourished. In addition, novel technological tools and programming environments have offered 
new opportunities and increased the need to design effective learning experiences. This paper 
presents a design-based research (DBR) approach conducted over two years, based on 
constructionism-based coding experiences for children, following the four stages of DBR. 
Three iterations (cycles) were designed and examined in total, with participants aged 8–17 years 
old, using mixed methods. Over the two years, we conducted workshops in which students used 
a block-based programming environment (i.e., Scratch) and collaboratively created a socially 
meaningful artifact (i.e., a game). The study identifies nine design principles that can help us to 
achieve higher engagement during the coding activity. Moreover, positive attitudes and high 
motivation were found to result in the better management of cognitive load. Our contribution 
lies in the theoretical grounding of the results in constructionism and the emerging design 
principles. In this way, we provide both theoretical and practical evidence of the value of 
constructionism-based coding activities.

Keywords: constructionism, coding, computational thinking, engagement, children, design-
based research
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1. Introduction 

There is growing evidence supporting the introduction of computer science (CS) and 
computational thinking (CT) into K-12 education (Hubwieser, Armoni, Giannakos, & 
Mittermeir, 2014); (Horizon, 2015). According to Wing (2006 p.33) “CT represents a 
universally applicable attitude and skill set everyone, not just computer scientists, would be 
eager to learn and use”. CT involves problem solving, design of systems and understanding 
human behavior by employing central concepts of CS (Wing, 2006). Organizations like the 
Computer Science Teachers Association (CSTA), Informatics Europe, the Cyber Innovation 
Center, and the National Math and Science Initiative have developed standards applied to 
coding education (Hubwieser et al., 2015). Increasing interest in learning coding in pedagogical 
contexts has also been driven and disseminated by organizations like Code.org and 
Codeacademy, which argue for the need to create skills that support future career opportunities 
while highlighting the educational advantages that coding offers. CT and coding in education 
have become integral parts of the school curricula in many countries. For example, the United 
Kingdom has integrated computer programming as a mandatory course starting from primary 
school (Jones, 2013), while Denmark promotes digital literacy, focusing on the knowledge 
gained from building technologies (Tuhkala, Wagner, Nielsen, Iversen, & Kärkkäinen, 2018).

Pioneered by Seymour Papert (Papert, 1980), computer programming in education has 
received a lot of interest from educators and researchers seeking alternative ways of teaching 
complex problem-solving skills and providing dynamic learning experiences (Kalelioğlu, 2015; 
Lye & Koh, 2014). Nowadays, there are a variety of technological tools and child-friendly 
programming environments (Papavlasopoulou, Giannakos, & Jaccheri, 2017b). Many 
introductory experiences for K-12 have been designed around the use of block-based 
programming environments, such as Scratch, Alice, Blocky, and App Inventor (Zhang, Liu, de 
Pablos, & She, 2014); (Fields, Vasudevan, & Kafai, 2015) (Wagner, Gray, Corley, & Wolber, 
2013). These environments do not require any special expertise but do require careful thinking 
to tell the computer what to do step by step.  Papert's (1980) constructionism argues that through 
coding, children have an “object-to-think-with”; in the process, they learn about their own 
thinking (Guzdial, 2004). Constructionism-based learning activities have been widely studied 
in both formal and informal education (Papavlasopoulou, Giannakos, & Jaccheri, 2017a). 
Integrating coding into pedagogical contexts in an intuitive and engaging experience enhances 
children’s logic, critical thinking, problem-solving, math, and higher-order skills and can 
change their attitudes towards computing (Sáez-López, Román-González, & Vázquez-Cano, 
2016); (Kafai & Burke, 2015). There are strong arguments for children to learn how to code, 
supported by the constructionist approach (Kafai & Burke, 2015) (Gallup, 2015). Children need 
to acquire 21st-century skills, empowering themselves with the required competences related 
to the digitalization of our society. Learning how to code has become equally valuable as 
learning math, reading, and writing (Horizon, October 5, 2015).

Several studies have focused on introducing computational literacy to children in 
different ways (Papavlasopoulou, Giannakos, et al., 2017a). Various programmable and 
interactive objects exist showing the importance of involving children from a young age in 
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learning coding (Fessakis, Gouli, & Mavroudi, 2013). In addition, environments like LiliPad 
Arduino (Buechley, Eisenberg, Catchen, & Crockett, 2008) have been developed to attract more 
girls to CS and CT. The combination of physical fabrication and coding has proven valuable 
for increasing engagement in programming concepts and practices (Kafai & Vasudevan, 2015), 
especially when it incorporates social and creative dimensions of learning (Giannakos & 
Jaccheri, 2018). In a study with sixth-grade students in Scotland, Robertson and Howells 
(Robertson & Howells, 2008) found that making a game is an authentic learning activity 
offering motivation, enthusiasm, and engagement with learning. Therefore, to overcome the 
various barriers with learning coding (e.g., difficulty, boredom, confusion, etc.), we need 
appropriately designed and engaging coding activities for children.

Constructionism theorizes that learner is seen as an active constructor of knowledge rather 
than being a passive recipient of information (Papert, 1993), with making and coding being the 
areas that constructionism theory has been widely applied (Kafai & Burke, 2015). Almost three 
decades after Papert’s original ideas on constructionism, the idea remains relevant and has 
become ubiquitous in how learning theorists and educators aim to empirically ground and 
revamp constructionism-based teaching (Kao & Harrell, 2017). Such grounding would result 
in methodological advancements and a comprehensive understanding of children’s experience 
in constructionism-based making activities. In this paper, we present a design-based research 
(DBR) effort comprising three cycles (iterations) conducted over two years. DBR combines 
empirical educational research with theory-driven design in learning contexts to understand 
how, when, and why educational innovations work in real settings (Collins, 1992). The main 
characteristic of DBR is the systematic and iterative cycle of design, exploration, and redesign 
(Collective, 2003). Many studies have used DBR in educational contexts (Grover, Pea, & 
Cooper, 2015; Parmaxi & Zaphiris, 2015) (Sáez-López et al., 2016); (Parmaxi, Zaphiris, & 
Ioannou, 2016) (Schmitz, Klemke, Walhout, & Specht, 2015), emphasizing the need for well-
designed studies characterized by objectivity, reliability, and validity and providing critical 
evidence to establish outcomes beneficial for others. 

This research aims to contribute to the theoretical notions of constructionism with regard 
to the effects of coding activities on children’s learning experience. We designed and evaluated 
coding workshops for children (aged 8–17 years old). Both qualitative and quantitative methods 
were employed to evaluate our workshops, including interviews, surveys, observations, and 
physiological data (eye tracking). The coding activities were designed to impact children’s 
learning outcomes, cognition, and social and emotional development. Thus, the overreaching 
goal of the study was framed with the following research questions: 

 What elements of engagement exist in constructionism-based coding activities?
 What principles can guide us to facilitate constructionism-based learning 

environments that support children’s learning experience?

The rest of the paper is structured as follows: the next section provides an overview of 
related work on the theoretical framework of constructionism and previous research on similar 
coding activities. The third section describes the methodology used, the designed coding 
activities in the three cycles, and the data collection and analysis. The fourth section presents 
the results based on the theory of constructionism and the main design principles that guided 



ACCEPTED MANUSCRIPT

each of the iterations. In the fifth section, we discuss and highlight the design implications, 
derived from this intervention research. We conclude with the limitations of our study and 
avenues for future work.

2. Related work

2.1. Theoretical framework: Constructionism
Our theoretical grounding is constructionism, which was developed by Papert (Papert, 

1997), (Papert, 1980). Constructionism assumes that knowledge is better gained when children 
are deeply and actively involved in building their own meaningful constructions. Based on 
Piaget’s (1954) theory, which focuses on how mental constructions are formed in someone’s 
mind, Papert (Papert, 1980) focuses on explaining how construction is a valuable way to create 
mental constructions. The learner discovers their own knowledge, rather than being a passive 
receiver. Papert’s constructionism sees the effectiveness of learning as achieved through 
making, where learners experience the active construction of visible-to-the-world artifacts. 
Computational culture supports the creation of building those artifacts by using digital media 
and computer-based technologies (Kafai & Resnick, 2012). The vital aspect of constructionism 
is the requirement of “objects-to-think-with” – “objects in which there is an intersection of 
cultural presence, embedded knowledge and the possibility for personal identification” (Papert, 
1980), p. 11). The role of this object in Papert’s Mindstorms is the “turtle”, a digital animal 
within the Logo programming environment that can be controlled and moved by giving the 
appropriate commands. The “turtle” acts as a means to think, supporting and promoting a new 
way of thinking and learning. In Papert’s (1980, p. 76) words: “the child’s encounter with this 
theorem is different in several ways from memorizing its Euclidean counterpart ‘the sum of the 
internal angles of a triangle is 180 degrees.’ First (at least in the context of Logo computers), 
the Total Turtle Trip Theorem is more powerful: The child can actually use it. Second, it is 
more general: It applies to squares and curves as well as to triangles. Third, it is more 
intelligible: Its proof is easy to grasp. And it is more personal: You can ‘walk it through,’ and 
it is a model for the general habit of relating mathematics to personal knowledge.” 

Constructionism is not only valuable for the individual in building knowledge through 
experience and engagement in creating artifacts but also for enhancing the social setting (Kafai, 
2006). Like in the well-known samba school example, a social setting strengthens the sense of 
belonging to a group with a common purpose, where learning becomes important for all and 
connections are made under the learning culture (Papert, 1980). In the same line, (Kafai & 
Burke, 2015) mention three dimensions of constructionism involved in the process of making 
games for learning: personal, social, and cultural. More specifically, “personal” refers to the 
learning and the attitudes related to learning, “social” refers to the collaborative aspects in 
creating a shared artifact, and “cultural” relates to how gender and race could influence the 
activity and the possible cultural aspects that could influence participation. 

In the process of making computer games, children plan and manage this complex 
development, placing themselves in control of their own leaning and thinking (Kafai & Kafai, 
1995). Robertson and Howells (Robertson & Howells, 2008) argue that game design is a 
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powerful learning activity that provides motivation, engagement, and enthusiasm. 
Constructionism’s basic idea is that the most effective leaning experiences are those that include 
active creation, socially meaningful artifacts, interaction with others, and the use of elements 
that support one’s own learning and thinking. Game-making activities not only involve learning 
how to use technological tools but also using these tools to discover new ways of thinking. In 
such activities, children are introduced to a culture that permits them to become producers of 
their own artifacts while building their knowledge in a social context.

2.2. Qualities of constructionism-based coding activities for children
Computer game design and development have been increasingly introduced in both 

formal and informal educational settings, supporting everything from programming courses and 
STEM educational topics to broader contexts of problem solving and arts (Papavlasopoulou, 
Giannakos, et al., 2017a). The various technological tools available nowadays allow us to 
support learning activities based on constructionism and provide meaningful learning 
experiences for children. In these types of educational activities, children are the protagonists, 
as they have control of their own products. Coding activities for children not only relate to CS 
but also allow the development of computational competences and higher-order thinking skills 
(Grover & Pea, 2013). Children who actively participate in game-making activities enhance, 
among others, their problem-solving, critical thinking, CT, and collaborative skills 
(Papavlasopoulou, Giannakos, et al., 2017a); (Grover & Pea, 2013). 

The benefits of educational activities in which children use technological tools and digital 
fabrication to construct their own games are many and vary from learning programming 
concepts to behavioral and perceptual changes towards career paths in computing (Sáez-López 
et al., 2016) (Kafai & Vasudevan, 2015); (Denner, Werner, & Ortiz, 2012). Making games can 
be more beneficial than other project-based activities, supporting learning about storytelling, 
artwork, sound, mechanics, and math (Sung & Hwang, 2013). Moreover, children are familiar 
with video games from an early age (Granic, Lobel, & Engels, 2014). Visual programming 
environments provide opportunities for children to be introduced to programming concepts; 
owing to the fun and usefulness of the activity, children are highly motivated and have positive 
attitudes towards coding (Sáez-López et al., 2016). Block-based visual programming languages 
(like Scratch) have the advantage of using shapes that fit properly only when they make a logical 
sequence of orders. This gives relief to users and saves them from much of the heartache 
traditionally forced on learners by textual languages (Wilson & Moffat, 2010), p. 70). However, 
even advanced text-based programming languages like Java have been used to engage children 
aged 9–10 in coding (Esper, Foster, Griswold, Herrera, & Snyder, 2014). A combination of 
physical fabrication and coding can engage and enhance children’s competences in 
programming concepts (e.g., loops, conditionals, and events) and practices (e.g., remixing, 
testing, and debugging) (Kafai & Burke, 2015); (Denner et al., 2012). In addition, digital game 
development was found to be beneficial for special education students, increasing their 
problem-solving skills through a process of representation, planning, execution, and evaluation 
of an artifact (Ruggiero & Green, 2017). Hence, further empirical studies are needed to 
investigate the different aspects and advantages of constructionism-based activities.
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Gender discrepancy in coding has been related to negative educational experiences in 
early childhood (Teague, 2002). CS careers still tend to be highly stereotyped, with girls being 
less likely to choose this career path. However, studies have found that both girls and boys who 
get involved in different kinds of software development practices show a better understanding 
of and positive attitudes towards CS (Bonner & Dorneich, 2016); (Eordanidis, Gee, & 
Carmichael, 2017); (Robertson, 2013); (Papavlasopoulou, Sharma, Giannakos, & Jaccheri, 
2017). Scaffolding examples can help girls’ engagement and confidence when using a 
programming environment. Studies specifically focusing on girls have found that game design 
experiences intended to enhance computational skills affect their perceptions in seeing 
themselves as able to design computer games and encourage them to pursue careers in CS-
related professions (Stewart-Gardiner, Carmichael, Latham, Lozano, & Greene, 2013). In a 
study involving middle-school girls creating games, (Denner et al., 2012) found that they were 
engaged in the process and demonstrated adequate levels of complex programming activity. 
Thus, designing appropriate activities can be a promising approach to attracting and 
encouraging girls’ interest in computing. 

Generally, the skills gained in these educational contexts go beyond the use of a 
technological tool for making a game and CT. For instance, when children negotiate artifact 
construction in a supportive environment, they gain a sense of self-efficacy and belief in their 
capacities; they learn how to solve a problem, manage difficulties, cope with “failure”, share 
resources, and communicate with peers (Chu, Schlegel, Quek, Christy, & Chen, 2017); (Çakır, 
Gass, Foster, & Lee, 2017); (Bers, 2012). These practices exist in constructionist learning and 
can be applied in subjects like math, language, arts, and others. The value is in the transferable 
skills uncovered through the experience of completing a successful project. 

In a nutshell, constructionism-based coding activities, particularly when the focus is on 
game-making, provide a fruitful learning environment in which children are stimulated to use 
a technological tool, affecting their learning experience. Therefore, there is a need to investigate 
and get a deep understanding of how we can help learners to acquire knowledge, skills, and 
competences in coding in an engaging and meaningful manner. 

3. Methodology

3.1. Design Based Research (DBR)
DBR is a systematic but agile methodology widely used in educational contexts (figure 

1) (Anderson & Shattuck, 2012) (Wang & Hannafin, 2005); (Reeves, 2006). DBR offers a 
strategy to understand learning processes through design, exploration, enactment, evaluation, 
and redesign (Anderson, 2005). DBR is a hybrid method, as it is not a replacement of other 
methodologies but builds on the use of multiple procedures and methods from both design and 
research methodologies (Wang & Hannafin, 2005). The purpose of DBR is to influence real 
educative interventions and validate theoretical concepts. The difference between DBR and 
formative assessment is that it also has a theoretical goal (Barab & Squire, 2004). Researchers 
are actively involved and maintain constant collaboration with participants, other researchers, 
and practitioners to manage the research process in real-world settings. Their aim is to 
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implement interventions with refined and improved designs that influence practice. In short, 
there are five basic characteristics of DBR: 1) it refines theory and practice, 2) it happens in 
real-world settings and is grounded in relevant contexts, 3) it is interactive, iterative, and 
flexible, 4) it uses mixed methods in accordance with potential new needs and emerging issues, 
and 5) it is contextual, meaning that the research findings are connected with the design process 
(Wang & Hannafin, 2005). 

Figure 1: The research cycle of DBR (Reeves, 2006)

In our approach, based on all the above, we used constructionism theory and applied the 
DBR methodology to guide our iterations. More specifically, our research process used DBR 
methodology as it deals with the complexity of real-world educative contexts (in our case 
coding workshops) and it is grounded in theory (in our case constructionism theory). In 
addition, DBR approach is in line with the needs of our study, allowing a long period of time 
with continuous design, evaluation and redesign of our interventions. In this way, we had also 
the opportunity to conduct iterative and flexible revisions of the research design applying 
research methods from both qualitative and quantitative research. DBR methodology needs a 
detailed and comprehensive documentation of the whole process; this action helped the analysis 
of our data and especially the retrospective analysis, both to contribute to theory and practice. 
For all the four stages of the DBR (figure1), constant collaboration with other researchers, 
experts in the field and instructors is required; this was essential aspect of our study in order to 
be able to improve the impact of the interventions, understand the learning experience 
processes, advance the initial designs and provide theoretical and practical impact extracting 
design principles. 

We conducted three cycles (iterations) over two years, evaluating and refining our coding 
workshops with children. We applied theoretically and pedagogically aligned tasks to 
investigate their effectiveness on children’s learning engagement, overall learning experience, 
and collaboration while developing an artifact (a game in our approach).

The main aspects of this study were: 1) the design of the coding workshops to facilitate 
children’s use of the programming tool and to introduce them to coding, 2) the researchers 
working in close collaboration with the participants and assistants who ran the workshops, 3) 
the use of different methods to evaluate the effectiveness of our approach to increase the 
sustainability and scalability of this program, 4) grounding our findings in theory, and 5) 
identifying general design principles for future similar activities.
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3.2. Description of the workshops
The participants’ goal was to create an artifact, which in our case was a game using the 

Scratch programming tool. Students worked in teams for the development of the artifact. 
Teaching assistants, specifically trained, led the process and assisted students in achieving their 
goals. 

Regarding the process of construction in the workshops, the most influential to our 
pedagogical approach was what Resnick calls the “kindergarten approach to learning”, with a 
spiral cycle of imagine, create, play, share, and reflect – a process that is repeated over and over 
(Resnick, 2007). Children imagine what they want to do and then create a project with their 
ideas, play/interact with their own creations, share their creations with others, and reflect on 
their experiences, leading to new ideas and projects. Adapting Resnick’s spiral, ours also started 
with “inspire” to characterize the warming-up and inspiring activities that kicked off the 
children’s creativity. In addition, to characterize the coding process and the use of the Scratch 
tool specifically, we focused on constantly experimenting and iterating: the children developed 
their artifacts gradually by trying new elements, using different concepts, and revising them 
(figure 2).

Figure 2: Description of the three DBR cycles 

3.2.1. Cycles 1 and 2 
As described by ANONYMOUS, we designed and implemented a coding activity in 

conjunction with an initiative organized at ANONYMOUS named ANONYMOUS (meaning 
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“the path towards coding”). The workshop activities were based on the constructionist 
approach, as one of the main principles of this is learning by making. The workshop was 
conducted in a largely informal setting, as an out-of-school activity, and lasted for four hours 
in total. Various student groups, in the range 8–17 years old, were invited to ANONYMOUS’s 
specially designed rooms for creative purposes to interact with digital robots and to create 
games using Scratch and the Arduino hardware platform. Specifically, Arduino was attached 
to the digital robots to connect them with the computer. At that point, an extension of Scratch 
called Scratch for Arduino (S4A) provided the extra blocks needed to control the robots. The 
Scratch programming language uses colorful blocks grouped into categories (motion, looks, 
sound, pen, control, sensing, operators, and variables), with which children can develop stories, 
games, and any type of animation. In general, the children who attended the workshop worked 
collaboratively in triads or dyads (depending on the number of children). The workshop was 
designed for children without (or with minimum) previous experience in coding. The design of 
the activity (interacting with robots and creating games), and the use of Scratch programming 
language (suitable for all ages) provided flexibility and allowed the successful implementation 
of the workshop with participants from 8-17 years old students. Each of the workshops, had a 
specific age group of students, carefully selected regarding the age, with age range not more 
than 3 years. During the workshop, student assistants were responsible for supporting each team 
as needed. Approximately one assistant observed and helped one or two teams. Three 
researchers were also present throughout the intervention, focusing on observing, writing notes, 
and taking care of the overall execution of the workshop. The workshop had two main sections 
(figure 3).

Interacting with the robots: In the first section, the children interacted with digital 
robots made by an artist (using recycling materials). The different robots were placed next to 
the computers (one for each team). When the children entered the room, one assistant welcomed 
them, told them to be seated, and briefly presented an overview of the workshop. The assistants 
then advised the children to pay attention to the paper tutorial and the worksheets placed on the 
desks (one for each student). First, the children filled in the worksheet to answer questions 
regarding the exact places and numbers of sensors and lights on the robots. The tutorial 
contained instructions with examples and pictures, similar to the robots they were using. The 
examples had little text and more images and described exactly how the children could interact 
with the robots. The children accomplished a series of simple loops that controlled the robots 
and made them react to the environment with visual effects (such as turning on a light when 
sensors detected that the light was below a certain threshold). Children could touch and play 
with the robots but not change any parts of them. Although the duration of the session was 
different for each team, it lasted between 45 minutes and 1.5 hours and ended with a break 
before the next session. 

Creating games using Scratch: This session focused on the creative implementation of 
simple game development concepts using Scratch. All children took another paper-based 
tutorial containing examples and visualizations to help them to ideate their own games. The 
tutorial comprised simple text explanations and included basic CT concepts and possible loops 
that the children were supposed to use in their own games. First, the assistants advised the 
children to concentrate on understanding the idea of the game, to discuss it with their team 
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members, and to create a draft storyboard. The children then developed their own games by 
collaboratively designing and coding using Scratch. To accelerate the children’s progress, they 
were given existing game characters and easy loops. While the children worked on their 
projects, help was provided whenever they asked for it, and complex programming concepts 
were introduced on an individual level according to the relevance to their project. Children 
created their games step by step by iteratively testing and coding them. After completing the 
games, all teams reflected on and played each other’s games. This section lasted approximately 
three hours.

Figure 3: Example of an interactive robot (left), children collaborating on game creation (middle), and example of a created 
game (right)

3.2.2. Cycle 3
We designed and implemented a two-day workshop in conjunction with the local library 

of ANONYMOUS. The workshop activities focused on coding including artistic elements and 
were based on the constructionist approach. The call for participation was made to middle-
school girls of the ANONYNOUS region during the autumn 2017 school break. Previous 
experience was not a prerequisite for the girls’ participation. The activities of each day were 
conducted in an informal setting and lasted for approximately five hours, including breaks. 
Female instructors, with previous experience in similar activities (also involved in 
ANONYMOUS), facilitated the workshop and were responsible for supporting the girls during 
the process. During the workshop, the girls had to create storyboards based on solving particular 
environmental problems and then, based on their stories, create games using the Scratch 
programming language (figure 4). For the development of the storyboards, the girls could use 
different types of materials, like ribbons, colored cardboard, stickers, drawing pencils, etc., as 
provided by the library. The girls worked collaboratively in teams of two or three (depending 
on the number of participants). Two researchers were present for the whole duration of the 
workshop, assisting when needed for the smooth execution of the activities, including the data 
collection. The workshop is described below, based on the two days of activities.

First day of the workshop: On the first day, we introduced the basic skills of coding and 
other non-technical aspects of game development, like storyboard creation. The workshop 
started with a story from a book, based on a woman with children and everyday problems, who 
was also a mentor and a superhero helping people to succeed with their technology projects. 
The girls were inspired and were informed that they had to think of their own characters who 
needed to save the world from environmental issues of their choosing. Then, in order to give 
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an introduction to coding, the instructors presented an example of a functional game with 
Scratch on a relevant environmental topic. Then, the girls were asked to individually complete 
basic coding exercises using Scratch. At the end of the first day, the teams prepared and 
presented their storyboards with three different scenes on paper/cardboard, including the title, 
theme, character, plot, conflict, and solution. 

Second day of the workshop: Starting the second day of the workshop, the girls had to 
update, if they wanted, their storyboards and finalize them. Then, the rest of the day was 
dedicated to their game creation using Scratch. The girls completed a paper-based tutorial, 
created by the instructors, with simple text explanations and examples of basic CT concepts 
and possible loops that the girls were supposed to use in their own games, all based on Scratch. 
During the creation of their games, the girls had to use their storyboards exactly and “transfer” 
their ideas into games using Scratch. At any time, the girls could ask for help from the 
instructors, who even introduced complicated programming concepts, if it was necessary for 
their games. The girls created their games step by step and continuously testing and coding 
them. At the end of the day, all teams prepared presentations of their games and everyone played 
each other’s games. 

Figure 4: Girls participating in the workshop (left), creation of the storyboard (middle), and game created using Scratch (right)

3.3. Sampling
All the participants of the three cycles were students from ANONYMOUS region. The 

first two cycles took place at ANONYMOUS in specially designed rooms, and the last cycle 
took place in the local library. The data related to the three cycles were collected after receiving 
permission from the Data Protection Official for Research, ANONYMOUS, following all the 
regulations and recommendations for research with children. When the participants had been 
selected, a researcher contacted their teachers and parents in order to obtain the necessary 
consent from both the child and the legal guardian for the data collection. Their participation in 
the research project was voluntary and they could drop out at any time, with no consequences 
on their participation in the workshop. 

3.3.1. Participants of cycle 1 
Children from 3rd to 12th grade (aged 8–17 years old) participated in the coding activity. 

The activity took place during autumn 2016 with a sample of 12 girls (mean age: 12.64, SD: 
2.838) and 32 boys (mean age: 12.35, SD: 2.773). Five workshops took place over two weeks, 
following the coding activity described in the previous section.
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3.3.2. Participants of cycle 2
In autumn 2017, children from 8th to 10th grade (aged 13–16 years old) participated in 

the coding activity. The sample consisted of 105 participants in total, 69 boys and 36 girls (mean 
age: 14.55, SD: 0.650). ANONYMOUS workshops were conducted every Friday for six weeks.

3.3.3 Participants of cycle 3
The sample of the third study consisted of eight girls from 6th to 10th grade (aged 10–14 

years old) (mean age: 12.135, SD: 1.389). Girls participated in the two-day workshop during 
autumn 2017, following all the activities of the workshop described in the previous section at 
the local library.

3.4. Data collection 
Following the DBR methodology described by (Reeves, 2006), our study involved four 

stages (table 1). In stage 1, we conducted a critical literature review to identify theoretical and 
practical problems in constructionism-based coding activities. Then, in the second stage, after 
discussions with instructors and with experts in human–computer interaction (HCI) and 
technology-enhanced learning (TEL), we developed the design of the intervention based on 
constructionism. Stage 3 involved the testing and refinement of the iterative cycles in practice. 
Qualitative and quantitative data were collected during the three cycles using various 
instruments, including pre and post knowledge acquisition tests, attitudinal questionnaires, eye-
tracking data, semi-structured interviews, field notes from observations, instructors’ reflections, 
and the artifacts constructed by the children in different phases of the process. All data focused 
on exploring the children’s learning experience in our coding workshops and guided us to the 
improvement of the design of the next iteration. The fourth stage of DBR is the development 
of design principles that intend to provide feasible solutions with respect to the theoretical goals. 
This final stage contains all the reflections from the previous stages, including notes of the 
design issues that emerged from the analysis of the results at each iteration.

Table 1: Description of the different DBR stages

Stage Data collection method Participants Purpose

Analysis Literature review Researchers
HCI experts
TEL experts
Instructors

Analyze and identify 
problems and gaps in 
constructionism-based 
coding activities

Development Literature review
Discussions 
Focus groups

Researchers
HCI experts
TEL experts
Instructors

Identify the theoretical 
framework
Design the 
interventions
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Iterative cycles of 
testing and refinement 
in practice

Iteration 1
Eye tracking
Attitudinal questionnaire
Knowledge acquisition test
(pre and post)
Artifact collection 
Instructors’ reflections

Iterations 2 and 3
Semi-structured interviews
Field notes from 
observations
Artifact collection
Instructors’ reflections

Iteration 1
44 children aged 8–
17 years old 
Instructors

Iteration 2 
105 children aged 
13–16 years old
Instructors

Iteration 3
8 girls aged 10–14 
years old
Instructors 

Get a comprehensive 
view of students’ 
learning experience
Design elements for the 
next iteration

Development of design 
principles 

Focus groups 
Discussions
Reflections and notes from 
all cycles

Researchers
HCI experts
TEL experts
Instructors

Identify the prominent 
design principles 

3.5. Data analysis 
In the DBR methodology, all stages, from the analysis to the development of design 

principles, include interactive and iterative formative evaluations. From the beginning of the 
cycles’ implementation, starting with the design, to the execution and evaluation of each 
workshop, the researchers and instructors were in constant collaboration. Their involvement 
throughout the project allowed them to gain valuable knowledge and competence in the analysis 
and interpretation of the data gathered in each cycle. All data collected from the three cycles 
were respectively analyzed according to their type. For example, quantitative data were 
analyzed using one-way analysis of variance (ANOVA) and Pearson correlation coefficient 
among other; while qualitative data were analyzed based on Saldaña (2015). All data were 
compared and cross-checked for triangulation. For this paper, the qualitative analysis was 
manually conducted by the researchers using both inductive and deductive approaches, based 
on (Saldaña, 2015) (Mayring, 2014).

During the two years of the project, after the end of each iteration (cycle), the researchers 
and instructors participated in focus groups discussing and revealing all the growing ideas 
emerged from the outcomes of the iteration. All ideas were connected to the results of the 
respective iteration, representing the codes for our qualitative analysis for this study. In order 
to synthesize the ideas and formulate themes, we focused mainly on the students’ engagement 
in the coding activities. The students’ engagement included interaction with the instructor and 
the learning tool and interaction with other students in the creation of an artifact. In our 
approach, we adopt the term “academic engagement” (Turner, Christensen, Kackar-Cam, 
Trucano, & Fulmer, 2014) to describe how the students were involved in and put effort into 
learning, understanding, and collaborating with their peers. Engagement during educational 
activities has many aspects and is connected with other theoretical constructs, like motivation 
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and self-regulation (Henrie, Halverson, & Graham, 2015). According to (Fredricks, 
Blumenfeld, & Paris, 2004), there are three types of engagement: behavioral, emotional, and 
cognitive, which are interrelated within the individual. “Behavioral engagement” refers to 
participation, involvement, and attention, among others. “Emotional engagement” refers to the 
learner’s feelings, like frustration or interest, expressions of positive effects, and social 
connection. “Cognitive engagement” refers to the learner’s investment in understanding what 
they have been taught, their efforts related to the mind, their strategy use, and their self-
regulatory and meta-cognitive behaviors.

Each idea was connected with one of the three types of engagement, depending on its 
content. For example, ideas representing children’s cognitive processes, like the use of different 
gaze patterns during the coding activity, were placed under cognitive engagement. 
Respectively, we followed the same procedure to place, if possible, all ideas under the 
appropriate type of engagement, which also allowed us to see possible interconnections. 
Consequently, the most prominent themes emerged. It was an iterative process, with constant 
refinement and reflection on the ideas and themes during the three cycles. This helped us not 
only to see the connections and make decisions for the design but also to identify the most 
important theoretical aspects in our studies. The final step of the analysis, after removing similar 
themes, involved categorization to identify the most important findings. The categories were 
interpreted according to Papert’s (1980) theoretical framework, with the agreement of the 
instructors and the HCI and TEL experts (figure 5).

In the next section, we present the findings for the first cycle, showing the important 
contributions based on the theoretical framework of Papert’s constructionism. Then, for cycles 
2 and 3, we first present the key findings emerging from the respective previous cycle related 
to the design of the activities and then the important contributions based on the theoretical 
framework. 

Figure 5: Data analysis process
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4. Iterative design cycles, theoretical findings, and design elements 
For each of the three cycles, we present the most prominent results as linked to Papert’s 

constructionism. Therefore, there is no detailed representation of the results, as they were 
respectively analyzed according to their type during the process. However, when needed, there 
is a reference to the findings related to the data collection method in order to help the proper 
explanation of the specific outcome. 

4.1. Cycle 1
Two theoretical ideas emerged from this cycle:

1) Learning to learn (different coding approaches result in different learning gain): 
According to Papert (Papert, 1980), in a constructionist learning environment, the child is able 
to construct their own knowledge and build on what they already know. In our workshop, the 
students produced socially meaningful and engaging artifacts: games. The findings from this 
study (cycle 1) showed that depending on their age, the students used different gaze patterns in 
the coding process, had different approaches to coding, and had different learning gain from 
the activity.

The younger students (kids) focused on the appearance of their games’ characters, while 
the older ones (teens) had more-structured coding behavior. This was evident in the proportion 
of time that the kids and teens spent in specific areas of interest (based on eye tracking) in the 
Scratch programming environment and the transitions between them. The teens presented more 
“hypothesis-testing” behavior during their efforts in making the games and could shift their 
attention to the more-“meaningful” parts of the Scratch screen. By “the meaningful parts of the 
screen”, we mean specific areas of interest in the Scratch interface that indicate the main areas 
of attention in coding: scripts, output, and commands. In addition, the teens were able to 
collaborate better than the kids were (had higher similarity gaze). The teens had a higher level 
of shared understanding and could communicate better during the coding activity. This 
confirms the teens’ attitude towards helping each other more, contrasting with the kids, who 
wanted to have greater individual control. Eventually, “by deliberately learning to imitate 
mechanical thinking, the learner becomes able to articulate what mechanical thinking is and 
what it is not. The exercise can lead to greater confidence about the ability to choose a cognitive 
style that suits the problem” and “what is most important in this is that through these 
experiences these children would be serving their apprenticeships as epistemologists, that is to 
say learning to think articulately about thinking” (Papert, 1980). Children’s coding processes 
represent their way of “thinking mechanically” and adopting the educational advantage of this 
way of deliberately thinking. Using a simple description of the process, trying to create/make a 
game is a way to combine appropriate orders and create programs to tell the computer what to 
do, step by step. This process includes logic, math, problem-solving, and critical thinking skills. 
In order for children to achieve their goals in such environments, they should find the 
appropriate cognitive style that will support them in the coding process of creating a shared 
artifact. This shows the importance of having appropriate tools and instructions for each age 
group. Different age groups differently organize their thinking and consequently their coding, 
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so the way they approach the process of creating an artifact can be instrumental to their learning 
and the successful completion of the artifact. This notion is in accordance with Papert, as he 
presents a resemblance with juggling: “It always takes time to learn necessary component 
skills. What can be eliminated are wasteful and inefficient methods. Learning enough juggling 
skill to keep three balls going takes many hours when the learner follows a poor learning 
strategy. When a good one is adopted the time is greatly reduced, often to as little as twenty or 
thirty minutes” (Papert, 1980). Finding the appropriate methods to help children of different 
age groups will result in efficient and effective learning processes.

2) Cognitive effort and affective engagement: Positive attitudes and motivation are 
important to cognitive learning. There is a relation between children’s attitudes and their 
cognitive processes while coding. Highly motivated children with positive attitudes have the 
ability to handle cognitive load and better manage the construction of their artifacts. This idea 
appeared in our findings from the measures used to examine cognition through the eye-tracking 
data and the relation with attitudes of perceived learning (seen as confidence, the degree that 
children indicate their performance), intention to perform coding again, and excitement. The 
children who were highly engaged and motivated during the construction of the artifact 
exhibited gaze behavior that showed lower cognitive overload. Papert (1980) describes the 
notion of “bricolage”, which represents a qualitative way of organizing and planning when 
problem solving by constantly experimenting until finalizing the artifact. Effort and difficulty 
are prominent during the whole coding process and require motivational goals and 
determination from a child to commit themselves to the learning. This is an expected notion, as 
“You can’t learn bread-and-butter (basic) skills if you come to them with fear and the 
anticipation of hating them” (Papert, 1980). The design of the coding activity of our workshop 
had an overall cognitive load that could become overwhelming for children, especially those 
who are novices to coding. From the complexity of the task, children might reach a point of 
feeling overloaded, which can lead to a critical condition where, without the proper pleasant 
and motivating environment, the learning experience can fail. It is not a surprising result that 
the children with more difficulties and cognitive load had lower scores in their attitudes.

4.2. Cycle 2 
The key findings, as design elements, that emerged from cycle 1 and guided the 

refinement of the design of cycle 2 are described below.

Structured assistance, pleasant environment, and revised learning materials to:

a. guide students to focus on structured coding behavior 

Students should put a lot of effort and thinking into learning the necessary component 
skills, and they should be cognitively supported during the coding activity. As shown in the 
results of the eye-tracking data, those who shifted their attention to the meaningful parts of the 
screen (such as commands and output) had better learning gain, based on their knowledge 
acquisition tests. Therefore, the design of the activity should support students efficiently to 
ensure that they can take appropriate actions and know where to pay attention when they code 
to have an effective approach that is suitable for the task.

b. avoid cognitive overload 
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Students can become easily overwhelmed in the process of creating an artifact, especially 
when they are new to coding. By using the “bricolage” style, in which they are constantly 
experimenting, students can feel overloaded as they seek to find the appropriate commands in 
the tool, manage different tasks, and make decisions during the activity. Consequently, 
supporting students when needed and providing relevant learning materials can reduce their 
cognitive load and provide a scaffold for managing their learning and thinking. 

c. keep the participants motivated

Students’ positive attitudes are related to their cognitive load, as represented by their eye 
movements, based on the results from cycle 1. Highly motivated students with positive attitudes 
have better management of cognitive load. Hence, providing a pleasant environment that 
enhances students’ enthusiasm for and engagement with learning will help students to have a 
fruitful experience. 

d. enhance collaboration within the teams 

As students collaborate in teams to create a shared artifact, social interaction in learning 
during the coding activity is not something we can overlook, as it also unfolds team dynamics. 
Teams with better collaboration (higher gaze similarity) had higher team average learning gain, 
as calculated by the knowledge acquisition tests. It is important to encourage collaboration and 
good communication among team members so that they can benefit from each other’s help. 

In this cycle, the duration of the workshop for all groups of students was the same, as an 
out-of-school one-day activity. The results were based on the qualitative analysis of the 
interviews, observations, and evaluations of the students’ artifacts. The children were able to 
express exactly their struggles and ways of thinking during the artifact creation, allowing us to 
detect the exact behavior of the children as they expressed it to reflect their cognitive processes 
(noticing debugging behavior and specific difficulties). Triangulation of the data helped us to 
validate our findings. The implementation of the ANONYMOUS coding workshop took place 
over two years, with few differences in the design of the activity but with differences in the 
research design, evidence descriptions, and results of the different instruments used for data 
collection. 

Two theoretical ideas emerged from this cycle:

1) Social aspect of creating an artifact: The “social” dimension refers to the role of 
collaboration in the coding activity. Children worked in teams of three (or two, depending on 
the total number of participants) to create a shared artifact. Collaboration and social interaction 
for a common goal have many benefits, including interacting with others, examining different 
perspectives, expressing understandings, and interpreting things differently. During the coding 
activity, the children were encouraged to work collaboratively to create a shared artifact that 
was meaningful for their peers too. The process also offered the opportunity to all participants 
to play each other’s games and reflect on them. Collaboration was primarily examined between 
the members of the groups but also among the different teams. From the observations and 
interviews, the help they got from other team members was important. Half of the children 
expressed the highest level of satisfaction with the collaborative process in their team, while 
72% showed high levels regarding being able to develop skills from the other members of the 
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team. This interaction, which shows collaboration and help among the teams, had various 
aspects, from practical (what command they should use in Scratch to accomplish a task) to ideas 
for their games. This finding was confirmed from the artifact analysis: teams who were sitting 
close to one another had similarities in the programming concepts they used, as well as in their 
main game ideas (such as a maze or jumping on platforms). In addition, through the different 
versions of the artifacts, we observed that elements changed based on other teams’ suggestions. 

“When we didn’t find anything, we looked at another group and saw how they 
did it” 

For the team members, the construction of the artifact was not an individual task: it was 
a social interaction with a shared goal to create a game. The results showed that, most of the 
time, collaboration was efficient. The children acknowledged and expressed how valuable it 
was that they were working together to complete their artifacts. 

“If I had my own project, I would probably not find anything”

“It is easier to code with someone than to code by yourself; if I had been alone, I 
wouldn’t have managed to do the same” 

“We both came up with ideas and equally contributed to the design and coding 
parts” 

“I coded more, while they contributed with ideas on what should be incorporated. 
We were all important members of the team” 

An important aspect of the good collaboration was the fact that the team members knew 
each other from before and/or had done other projects together. 

“We knew each other, and we felt pretty safe around each other. We could discuss 
and agree easily on what had to be done” 

Nevertheless, there were some indications of bad collaboration that caused frustration. 
This was mainly caused from having a “bad leader” in the group who wanted control. This was 
expressed from both sides. 

“It was maybe that I took too much control. I should have let my partner decide 
a bit more”  

“He didn’t let me finish my task; he just wanted to have the control back”

Papert’s (Papert, 1980) notion of the importance of social norms and interaction in 
learning is reflected in his research on samba schools: “These are not schools as we know them; 
they are social clubs with memberships that may range from a few hundred to many 
thousands”. The construction of games and other artifacts is not an isolated action but happens 
in a social context. 

This resonates with Papert’s (Papert, 1980) notion of social interaction: “Although the 
work at the computer is usually private it increases the children’s desire for interaction. These 
children want to get together with others engaged in similar activities because they have a lot 
to talk about. And what they have to say to one another is not limited to talking about their 
products: Logo is designed to make it easy to tell about the process of making them”.
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2) Powerful thinking (or learning about thinking): Papert (Papert, 1980) argues that 
children are able to recognize the different procedures in code, understand when the code does 
not run as expected, use debugging strategies, and act intentionally to improve the code. For 
the construction of their artifacts during the coding activity, the children worked with 
programming concepts and practices to successfully complete their task. Making a game 
requires deep engagement and strategy use to successfully manage the completion of the task. 
The children iteratively organized and documented their code. As described by Papert (1980, 
p. 28) regarding the Logo environment: “teaching the Turtle to act or to ‘think’ can lead one 
to reflect on one’s own actions and thinking. And as children move on, they program the 
computer to make more complex decisions and find themselves engaged in reflecting on more 
complex aspects of their own thinking.”

For the construction of the artifacts, the children had the opportunity to plan, problem 
solve, code, debug, collaborate, communicate, and reflect on their coding experience using 
Scratch. The participants realized that this was an iterative process, and for some it appeared to 
be difficult and challenging. Some found it fun to try out the different blocks, discovering the 
different functionalities. Whatever they made seemed to be suitable for their code; at the same 
time, the need to add a new function changed everything and triggered a new thinking and 
debugging process.

“The hardest thing was to put the different pieces of code together and make them 
work as one game” 

“It was very challenging when we started to change different things to see what 
happened with the other code” 

The most prominent difficulties related to movement, jumping, the use of loops, and 
hiding/showing different sprites. These actions were the main problems that the children had to 
deal with from the beginning of their game creation and defined their thinking processes. This 
was also indicated by the artifact analysis of the first versions of their games. In order to make 
a character move and jump in Scratch, you often have to have an event block with a conditional 
combined with motion blocks for moving the sprite x steps or to place it in a certain y- or x-
coordinate in a chosen direction. Observations showed that movement and jumping were the 
most common reasons the children asked for help, indicating that it was hard for them to 
articulate their knowledge about conditionals (if _ then; repeat until; and when key is pressed, 
do this), direction, and the coordinate system to achieve an appropriate order of blocks. 

Coding in Scratch enables children to articulate their thoughts and watch the outcomes of 
their own decisions. 

“If you did something, the result wasn’t always what you expected”  

After the initial trials with coding, by being more and more engaged in the process, the 
children had the opportunity to clarify their thinking and interpret the immediate feedback, 
acting accordingly. 

“Before, I didn’t understand that things wouldn’t happen if you didn’t explicitly 
give instructions” 
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“The ideas and code come really fast when you realize what kind of options you 
have”  

4.3. Cycle 3
The key findings, as design elements, that emerged from cycle 2 and guided the 

refinement of the design of cycle 3 are described below: 

a. Allow an adequate amount of time for engagement during the workshop

The analysis of the interview data revealed that the time the students had to complete the 
tasks was an important issue for them, as the allocated time was limited. More precisely, at the 
beginning of the activity, they spent a lot of time trying to familiarize themselves with the tool 
and the tasks and to bond with team members, especially in teams where they did not know 
each other from before. Giving additional time for social engagement between the team 
members will allow students to build common understanding and be more creative.

b. Provide a specific theme for the game creation

As mentioned earlier, the students spent a lot of time at the beginning of the workshop. 
One of the time-consuming actions was to decide the theme of the game. Time management is 
very important in such workshops: on the one hand, students need to have the freedom to decide 
their own themes; on the other hand, it is critical to have an adequate amount of time for the 
follow-up tasks. Therefore, having a specific theme for the game creation that is sufficiently 
broad, inspiring, and meaningful will give them the freedom to be creative but at the same time 
will prevent them from “getting lost.” In addition, it will give a meaningful social and personal 
context to the learning process, foster their interest, and create a common ground for all teams.

c. Inspire the participants with an example of a female game hero and a demonstration 
of a similar game by female assistants (as role models)

From cycle 2, focusing on the analysis of the data collected from the teams consisting 
only of girls, it is evident that stereotypes exist. Most of them expressed that they had not tried 
coding before and did not know what to create, as they thought game creation was only for 
“geeks.” In their eyes, only boys like video games. To encourage interest and get the girls 
inspired and engaged, a storyboard and a game were used as examples, with the main character 
a heroine who had powers that could “solve problems”.

d. Focus on the design part of the game in a structured way (i.e. spend sufficient time 
on creating the storyboard first and having a presentation on it) 

The results from the data from cycle 2 (interviews, observations, and game versions) 
showed that the teams who followed a more-structured approach (creating a draft storyboard 
with their idea before starting coding) were able to successfully manage and finish on time, as 
well as being less overwhelmed. Moreover, based on the different versions of the collected 
games, these students had a greater capacity to develop their initial ideas (designed in the 
storyboards), and this resulted in higher-quality games (more complete/advanced).

e. Introduce coding individually 
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The students participating in the workshop did not have the same experience with coding. 
This approach was geared towards helping the participants individually to familiarize 
themselves with the tool (in our case, Scratch), gain insights on what they could create, and 
develop basic skills. Having a common ground of basic knowledge among the team members 
will make everyone engaged and active. Thus, it is very important to have some individual 
activities at the beginning that prevent students with experience from dominating their teams, 
which could disengage novices.

One theoretical idea emerged from this cycle:

1) Use of powerful ideas: “Powerful ideas”, as described by Papert (Papert, 1980), are 
central concepts of learning and should be a necessary part of constructionist activities. A 
“powerful idea” must be both personally and epistemologically useful, giving the opportunity 
to organize a way of thinking, appropriate each time for the specific task, building on previously 
gained skills and knowledge. Learners need to be highly explorative before they gain expertise; 
therefore, the task they are required to do needs to be engaging enough in order to commit them 
to the learning process. In his book Mindstorms, Papert shows the importance of powerfulness 
and the powerful nature of children’s use of computers as tools and the Logo programming 
language, as well all the powerful ideas that emerge from children’s engagement with 
computer-based activities. 

What is important is to make a powerful idea part of intuitive thinking (Papert, 1980). In 
the design of the activity in the third cycle, “powerful” was a quality gained from the girls, as 
they were allowed to closely engage with the creation of the artifacts in multiple stages, using 
Scratch. This process brought the learners in touch with some powerful general ideas, for 
example planning an exciting project, using programming instructions, debugging, and 
designing, to mention a few. 

The girls had an experience outside of the classroom in a local library, collaborating with 
girls of a similar age but with varied interests and background knowledge, which was in contrast 
with a single classroom experience. The duration of the workshop was critical not only for 
learning purposes but also because it allowed the participants to bond and exchange interests 
and gave them the proper amount of time to interact, negotiate, learn from each other, and 
finally achieve the goal of the creation of the artifact. In addition, by having a concrete context 
for the game (create a game that reflects an environmental issue) and a tool (Scratch) embedded 
in a meaningful environment, they could see the project’s relevance to their lives. 

“It was so fun and exciting to make a game for saving the world with Scratch and 
with new friends, who taught me so much about computers”

The girls gradually discovered the Scratch tool and how they could use it. As they became 
more engaged in the process and saw their artifact become a reality, they enhanced their feelings 
of self-achievement and self-confidence. They found themselves confronting difficulties and 
learning things that they did not know about game design. The use of Scratch gave them new 
possibilities and made them “walk it through” and relate their personal knowledge to thinking 
effectively and happily to achieve the artifact construction. 

“I thought it was much harder to make a game, but I could understand how to use 
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it and at the end we managed to do everything we wanted” 

“…some things were difficult, but we tried and made things happen” 

“…we find out how things worked, and many times we had to go back and change 
stuff” 

“I am so proud of what I did today… When you design a game in a storyboard, 
you don’t think about using a timer, but with Scratch you can… you can do everything 
you can think of” 

5. Discussion
The intended outcomes of this DBR were twofold: 1) to ground the main findings of 

interventions conducted over two years in constructionism, and 2) to identify reusable design 
principles that can inform coding activities for children and pedagogical tasks. In this study, we 
aimed to investigate children’s learning experience as they constructed their own knowledge 
by using a digital programming tool (Scratch) and collaboratively creating socially meaningful 
artifacts: games. 

Analysis of the different data collected from the various instruments over the two-year 
intervention helped us to explore the effectiveness of our coding workshops on children’s 
engagement. We focused on how they enhanced participants’ knowledge of basic programming 
concepts, their coding behavior, their social interaction and collaboration, and how they 
perceived their coding experience as a whole when introduced to coding.

It is important to have appropriate educational designs aiming to promote active learning 
with the support of constructionism. Including components like a balance of individual and 
social involvement and the use of a visual programming language, all employed under the 
common goal of creating an artifact, fosters children’s deeper transferable CT skills, which are 
vital for our society’s information revolution. Engaging children in a learning environment that 
embraces creative design, problem solving, collaboration, and communication strengthens their 
sense of competence and confidence, their compassion for others, and their moral character 
(Bers, 2010). Together with achieving a significant improvement in students’ understanding of 
computational knowledge, like programming concepts and practices, it is essential to create 
high levels of motivation, fun, and commitment as part of an efficient pedagogical design, as 
reflected in our study. 

5.1 Engagement in constructionism-based coding activities
Below we summarize the main characteristics of student engagement, as shown in our 

DBR approach and according to constructionism.

The students indicated that they were cognitively engaged during the workshops; they 
managed to adopt deliberative thinking and to understand and imitate mechanical thinking 
while coding. In order to achieve this, they had to use an appropriate cognitive strategy (e.g., a 
“hypothesis-testing” gaze pattern, as shown by the eye-tracking data) to approach the task and 
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achieve some level of self-regulation (Papavlasopoulou, Sharma, Giannakos & Jaccheri, 2017). 
There are different ways to approach a problem, and it takes time to learn the necessary skills. 
In our workshops, we used a visual programming tool (Scratch); one of the strengths of such 
tools is that computational practices become less cognitively challenging (Kelleher & Pausch, 
2005), so students can focus on problem solving and creative thinking (Lin & Liu, 2012). Even 
with the use of such tools, during the coding process, cognitive load can be critical, as students 
use the “bricolage” style by constantly experimenting and trying different patterns. Instructors 
can help students to manage their learning and thinking and to adopt an effective approach to 
coding. This is not a new practice, as previous studies with Logo have used precise instructions 
for computational practices such as testing and debugging (Fay & Mayer, 1994) (Carver & 
Mayer, 1988). 

Cognitive effort, as shown in our study, is also linked with students’ behavioral and 
emotional engagement because positive attitudes have an effect on their load management. 
Students should be persistent, put effort in, and deal with difficulties; therefore, having positive 
attitudes and keeping themselves motivated result in better management of their cognitive load 
(Papavlasopoulou, Sharma & Giannakos 2018). In the same vein, Robertson and Howells 
(2008) argue that the game design experience is a powerful learning environment that supports 
motivation, engagement, and enthusiasm. Using a visual programming environment, students 
can be introduced to programming concepts in a fun and useful way through a design activity, 
making them highly motivated and positive towards coding (Giannakos & Jaccheri, 2018) 
(Sáez-López et al., 2016).

Social engagement is important as students work in front of the computer and reflect on 
their progress as a team, sharing the same goal to successfully create an artifact. Working as a 
team, in our workshops, the students built a group identity and at the same time engaged in 
social comparison with their peers. Students, especially novices to coding, usually have 
difficulties with simple coding actions, from relating different commands together to 
completing more-advanced actions, like debugging; collaboration helped the students in this 
study to confront those difficulties. In a similar study with girls creating games, good 
collaboration in debugging resulted in the girls being more persistent when coding on their own, 
without help from the instructors (Denner, 2007). In the present study, helping each other and 
sharing their challenges and successes were critical for our students, nurturing social 
engagement and avoiding a sense of isolation. Collaboration and reflection lead to better 
learning and powerful thinking. Reflection relates to their own learning experience or reflecting 
on their peer’s code and actions. Previous studies have shown that students performed better 
when they were working in pair programming (Lye & Koh, 2014) (Werner, Denner, Campe, & 
Kawamoto, 2012); in a game-making study, when taking into account peers’ recommendations 
and spending time applying these changes, girls produced higher-quality games (Robertson, 
2012). Over time, the students in our workshops were able to understand more about coding 
and became more behaviorally and emotionally engaged. They were able to reflect on the more-
complex aspects of their own thinking accordingly by making decisions and controlling the 
outcomes. Students who are actively part of game-making activities strengthen their problem-
solving, critical thinking, and CT skills (Grover & Pea, 2013). During construction, students 
have to investigate different strategies, negotiate and make decisions about possible solutions, 
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confront problems, and organize their thoughts and actions (Bers, Flannery, Kazakoff, & 
Sullivan, 2014).

One of the core aspects of a learning activity is the fact that the problem should be 
meaningful to the learners. In our case, they constructed shared artifacts that mattered to them. 
Different studies have used problems like designing games (Denner & Werner, 2007) or stories 
(Burke, 2012). A “powerful idea” must be both personally and epistemologically useful to 
ensure engagement. The students in our workshops saw themselves gaining a powerful quality 
by organizing a new way of thinking, building on their previous knowledge and skills. 
Nowadays, significant value is placed on transferable skills related to digital technology, as 
they are vital for children’s role in the digital world and should be enhanced through activities 
that are connected to their lives (Iversen, Smith, & Dindler, 2018). In constructionist learning, 
students deal with difficulties, learn step by step to solve problems, develop belief in their skills, 
and share ideas with peers (Çakır et al., 2017); (Chu et al., 2017). In our study, this was 
confirmed: the students increased their sense of achievement, self-confidence, and self-efficacy. 
At the end of the workshops, the students felt competent and proud of their achievements. After 
the workshop, compared to the boys, the girls expressed lower self-efficacy (a belief in one’s 
capacity to succeed in tasks), possibly due to the fact that most of them did not have any 
previous experience with coding. A sense of self-efficacy is important and should be enhanced, 
as it is related to cognitive strategies, effort, and persistence in learning environments (Bandura, 
1997).

5.2 Principles to facilitate constructionism-based learning environments that 
support children’s learning experience

In summary, we identified the following nine principles emerging from our DBR study, 
which shed light on best practices in the design of coding activities for children based on 
constructionism. The principles emerged represent the knowledge gained from the two years of 
interventions and the comparative and retrospective analysis of the outcomes based also on the 
literature:

1) Social interaction: Collaboration between team members is a vital part of coding 
activities. It is essential to enhance this and to ensure that there is a sense of equality of effort, 
involvement, and participation between team members and among teams. 

2) Appropriate design according to age: Different age groups (teens and kids) need 
different approaches and designs in order to engage with a coding activity. The instruction 
should consider the characteristics of each age group. One example is to promote a focus on 
functionality rather than graphics from the beginning of the activity to aid younger participants. 
Instructors should ensure that children receive guidelines on where to focus their attention when 
they code (such as commands and output in Scratch).

3) Duration of the activity: According to constructionism (Papert, 1980), when having 
children use technological tools, duration is key for them to become personally, intellectually, 
and emotionally involved. Workshops with longer hours can enable children to learn strategies, 
gain technological skills, make connections with their own practices, and engage with coding, 
helping to increase their knowledge. 
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4) Relevance of the activity and meaningful content: Offering a supportive theme for the 
artifact creation process, in which participants can meaningfully participate in real-life settings, 
is a key factor supporting the psychological and sociocultural elements for effective learning. 
Children become engaged and actively involved in the process of artifact creation when it is 
meaningful for them and related to a real-life context. 

5) Physical and digital artifacts: The results of the present study showed that the inclusion 
of physical tasks was engaging and enabled the participants to enhance their skills. The initial 
task of designing and drawing in the traditional way (using pen and paper, as well as other 
tangible materials) immediately put players into action and created a physical and emotional 
peak in the process. 

6) Children’s attitudes and motivation: The learning process should be supported by 
providing tasks that encourage children to reflect, motivate them to collaborate, and give them 
meaningful reasons to complete their artifacts. In this vein, Papert (1980, p. 42) highlighted a 
resemblance with juggling: “in a learning environment with the proper emotional and 
intellectual support, the ‘uncoordinated’ can learn circus arts like juggling and those with ‘no 
head for figures’ learn not only that they can do mathematics but that they can enjoy it as well.”

7) Cognitive overload: Coding activities for children can have a high cognitive load, 
which affects their performance and overall experience with the tasks. Proper organization and 
integration of the learning materials, with a coherent representation and instruction of the 
related digital tools, tasks, and activities, are required to avoid unnecessary streams of 
information and cognitive overload. 

8) Appropriate tasks: To effectively implement a coding workshop, the tasks should make 
the children both interested and able to learn. The process should afford participants the 
opportunity to apply aspects of problem solving, coding, debugging, collaborating, planning, 
communicating, and reflecting on their work. The tasks should support children’s and 
instructors’ ability to work through the process of creating an artifact and benefit from an 
appropriate sequence of tasks that allows the maximum use of their abilities. The proposed 
tasks are: 1) a warm-up activity and an inspiring introduction, 2) explore/design, 3) 
construct/create the digital artifact, and 4) evaluate / get feedback from peers, all alongside 
collaborating with team members and receiving support from assistants/instructors.

9) Meaningful framework for the involvement of the instructors: In the construction of an 
artifact, children are not alone: practitioners (e.g., teachers and assistants) and anyone else who 
is responsible for the learning task are also involved. Therefore, they should strive to create 
more-articulate and -honest teaching relationships. Working with digital tools allows the 
teacher and the learner to share a common goal by trying to get the computer to do what they 
want and trying to understand what it does. As they create the artifact and encounter “bugs”, 
children engage in conversations and develop the appropriate language to ask for help when 
they need it. As each artifact process is unique, new situations might occur that neither the 
teacher nor the learner has faced before. So, the teacher should be dynamically involved in the 
creation and the discussions that occur. In that way, there is an opportunity to find new ways to 
explain and show in real time the concepts needed to the children. As noted by Papert (Papert, 
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1980): “sharing the problem and the experience of solving it allows a child to learn from an 
adult not ‘by doing what teacher says’ but ‘by doing what teacher does.’”

6. Limitations
This study had some limitations. First, our workshops were designed for children who 

had no previous experience of coding. The participants were randomly selected; therefore, the 
sample was not consistent in terms of the children’s prior knowledge and interaction with 
coding. Even though we had an indication in our data collection to measure the children’s 
previous knowledge, we could have used other methods to be more accurate. Second, the factors 
that might affect children’s self-perceptions are much more complex than we might assume. 
Third, although the participants of the third cycle were committed for the two days’ workshop 
and gave us high quality data, the sample is not large; this is due to unexpected matters from 
the participants’ side prior to the scheduled dates of the workshop. In addition, the age range of 
the students in the study is big (8-17), maybe, focusing on a smaller range would have given a 
different perspective. Demographic variables and other characteristics (cognitive and 
motivational) that distinguish them from the rest of the population could have confounded the 
findings. Artifacts like games might be imperfect examples of what children learn, especially 
when they receive help during the process. Despite the fact that we observed the teams and 
made notes on the help they received, we might have underestimated or overestimated their 
understanding of programming concepts. 

In addition, limitations due to the types of data collection methods and instruments used 
apply in our case. One limitation related to the eye tracking: the young age of the participants, 
their enthusiasm during the activities, and the fact that eye trackers are designed for adults made 
it difficult to gather good-quality data. Moreover, this project used Scratch as a programming 
environment for the development of the artifact: another technological tool might have had a 
different impact on the children’s experience. Our choice was based on our literature review 
and the acknowledged benefits of this programming environment, which has been widely used 
over the last few years. Although we tried to apply all aspects of the DBR methodology in our 
study, showing the relationship between theory and practice (of the artifact construction 
activity), there were still some limitations. The data were extensive and comprehensive, 
requiring extended time for collection and analysis; consequently, because time and resources 
were limited, some data might have been discarded or received less attention. Lastly, we defined 
in detail the setting of our study and how theory was linked with the context; by default, this 
has a bias, as it presents our own understanding of contextualizing the theory. 

7. Future work
Future research should further explore gender differences. Although the main focus of 

our study was not to investigate gender differences in the process of creating an artifact, we 
found that girls like to make different type games from boys, in terms of both content 
(story/purpose of the game) and elements (colors and main character), and tend to handle the 
process slightly differently. In addition, future plans should include conducting our coding 
workshops in school settings to explore their effects under a traditional teaching approach. 
Among other aspects, researchers could explore the correlations with students’ performance in 
the form of grades. Finally, in terms of theory, it would be interesting to see more studies in the 
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area that ground their findings in constructionism. This would bring together researchers in the 
same area to build a common ground regarding outcomes. 
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