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Highlights

• We propose a multichannel communication mechanism for mobile de-
vices to secure sensitive data transfer.

• We exploit the Android VpnService interface to intercept network data
and then split it into different fragments. To improve the data commu-
nication security, the fragments are transferred via multiple transmis-
sion channels.

• We design and implement a prototype of system based on the Android
system to transfer the sensitive data securely.
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Abstract

Conventional mobile communication systems often use one single channel
for data transmission, i.e., mobile devices use cellular network to transfer
multimedia information. However, if attackers successfully hijack the single
transmission channel, they can recover the communicated data. Focused on
this issue, we introduce a Multichannel Communication System (MSYM),
which aims to improve the data communication security for Android devices.
The key idea of our approach is to leverage the diversity of communication
mechanisms (e.g., Wi-Fi/cellular network, Bluetooth, and SMS) for transfer-
ring sensitive data in a secure way. More specifically, we use the VpnService
interface provided by the Android platform to intercept the network data de-
livered by a sender program. Then, we split the network data into different
fragments and improve the security by disordering and encrypting them via
multiple transmission channels. When the target Android device receives the
data fragments from different channels, it can decrypt and reorder them to
reassemble the original data. In the end, we reuse the VpnService interface
to inject the network data into the receiver program. Our approach can be
deployed in Android devices to secure communication without the need of
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modifying the communication programs. In the evaluation, as a proof of con-
cept, we implemented our approach on Android system. The experimental
results show that our prototype system can secure data transmission with
moderate performance cost.

Keywords: Mobile communication, Multiple transmission, Network data,
Android device, Eavesdropping attacks

1. Introduction

Mobile communication plays an increasingly important role in recent
years, as more and more people exchange information via mobile devices.
For example, over 2 billion people are using the instant messaging apps (e.g.,
WeChat and WhatsApp) on their mobile phones for exchanging messages,
pictures and videos [6]. In addition, 90% of enterprises utilize mobile com-
munication to boost productivity and streamline various business processes.
Traditionally, most mobile devices only use one single wireless transmission
channel (e.g., cellular network) for mobile communication. However, due to
the openness of the wireless channel, it is possible for advanced attackers to
eavesdrop the transmission and recover the sensitive data. For instance, ad-
versaries can make use of bogus base stations to conduct man-in-the-middle
(MITM) attack on modern Samsung mobile devices and obtain the sensitive
information [23].

To prevent the communication data from being eavesdropped and recov-
ered, a conventional solution is to leverage cryptographic protocols to perform
data encryption and endpoint authentication. For example, the Wi-Fi Pro-
tected Access (WPA) and its subsequent standards (WPA2, WPA3) attempt
to secure the wireless networks by applying multiple security protocols [13].
However, they may still suffer from eavesdropping attacks like the KRACK
[35] attack. This attack shows that an attacker can exploit the vulnerability
of WPA2 to read previously encrypted information. On the other hand, most
mobile applications adopt the client-server model, which requires that all the
communication data between two or more clients should be firstly forwarded
to a central server. Nevertheless, some service providers may not be fully
trusted. Taking the messaging server as an example, once it is hacked by
adversaries, the recorded information would be leaked.

To address the above problems, in this paper, we design and implement
MSYM - a Multiplex channel (use Multichannel for short) Communication
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System by leveraging the diversity of communication mechanisms on mobile
devices. The basic idea of our approach is to intercept the network data and
then transfer it via multiple data transmission channels. In comparison with
other solutions, MSYM can protect the sensitive data from unauthorized ac-
cess without the need of implementing complicated cryptographic protocols.
The workflow of MSYM can be divided into several steps. First, we use
the VpnService interface [9] provided by Android platform to intercept the
network data delivered by a sender program. Then our system splits it into
different fragments, which have to be disordered and encrypted before trans-
mission. Later, these fragments are transferred via multiple transmission
channels, including Wi-Fi/cellular network, Bluetooth, and Short Message
Service (SMS). When the target Android device receives the data fragments
from different transmission channels, it has to decrypt and reorder them
to recover the original network data. In the end, we reuse the VpnService
interface to inject the network data into the receiver program.

With the multichannel communication mechanism, each transmission chan-
nel only retains partial network data. That means attackers can only obtain
partial data / fragments if they eavesdrop over one channel. In this case, they
cannot recover the whole data based on these partial fragments. Further,
even if advanced attackers can capture more data fragments from multiple
channels, it is still difficult for them to retrieve the original data as fragments
are disordered and encrypted. Similarly, the service providers could only ob-
tain partial communication data; thus, they have no idea on how to recover
the original data. Hence our approach can be used to secure sensitive data
transmitted on Android devices against network eavesdropping attacks.

To exploit the performance of our approach - MSYM, we implemented a
prototype based on Android platform. To improve the reliability of multi-
channel communication, we design a channel switch and recovery mechanism,
which can automatically switch the transmission channel when the network
speed of one channel becomes too low (or it has a problem). In the evaluation,
we leverage an open-source Android instant messaging app and transfer its
network data over MSYM. Our experimental results show that the commu-
nication data between two Android devices can be transferred via multiple
channels effectively, and that our system can perform the channel switch
automatically when its quality of service (QoS) becomes poor. When the
previous channel becomes normal, our system can switch back and recover
such channel. Due to the benefits provided by multichannel communication,
MSYM may incur a moderate performance cost on Android devices. Overall,
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our contributions can be summarized as follows:

• We propose a multichannel communication mechanism - MSYM for
mobile devices, which can be used for securing sensitive data transferred
on Android devices.

• We exploit the Android VpnService interface to intercept network data
and then split it into different fragments, which are disordered and
encrypted. Then we utilize the multiple data transmission channels to
send the fragments in a secure way.

• We design and implement a prototype system based on Android system.
The evaluation results demonstrate that our prototype can transfer the
data via multiple transmission channels effectively with moderate cost.

The rest of this paper is organized as follows. Section 2 analyzes the
background and motivation of our paper. Section 3 introduces the related
work. Section 4 and Section 5 present the design and implementation of
MSYM, respectively. Section 6 evaluates the performance of MSYM with
the communication applications. Section 7 discusses MSYM’s limitations
and possible solutions. Section 8 concludes this paper.

2. Background and Motivation

In this section, we begin with introducing the traditional mobile commu-
nication mechanisms as well as potential security issues. Then, we propose
a multichannel mechanism and analyze the enhanced security properties for
mobile communication.

2.1. Traditional Mobile Communication

Figure 1(a) illustrates the traditional mobile communication mechanism,
where mobile devices only use one single transmission channel for wireless
communication. For instance, smartphones send multi-media information
via the Wi-Fi or cellular network, and most mobile applications adopt the
client-server model for data communication. That is, before the data trans-
mission between two mobile devices, mobile applications have to connect to
the central server at first. Then, the server receives the network data from
one application, and forwards it to another application on the target mobile
device.
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As the wireless transmission channel is open, advanced attackers can
eavesdrop the communication data. Typically, attackers can use bogus base
station or malicious wireless router to harvest network data. If the data is
not encrypted, attackers can easily obtain the sensitive information. Even if
the network data is encrypted, some advanced attackers can still recover the
original information. This is because some cryptographic protocols like [22,
1, 2, 35] may have implementation vulnerabilities that could be exploited by
attackers to recover the encrypted data.

In addition, as most mobile applications depend on the central server
for data transmission, the server may become a target for cyber-criminals.
In practice, some servers record the transmitted and historical data. Once
the server is compromised by an attacker, the private information would be
leaked. Moreover, some untrusted providers may track, identify and profile
users by analyzing the transmitted data.

(a) Traditional communication mechanism (b) Multichannel communication mechanism

Figure 1: Comparison of traditional and multichannel communication mechanisms

2.2. Multichannel Mobile Communication

To address the limitations of traditional mobile communication, we pro-
pose a multichannel mobile communication solution. This solution leverages
the diversity of communication mechanisms (including Wi-Fi/cellular net-
work, Bluetooth, and SMS) to secure mobile communication on mobile de-
vices. Figure 1(b) shows how the multichannel mobile communication works.
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First, it needs to intercept the communication data sent by a mobile pro-
gram. Then, the intercepted data is split into different fragments, which are
distributed into different channels randomly. Then the fragments are trans-
ferred via multiple transmission channels. When the target mobile device
receives the data fragments from different channels, it needs to reassemble
the fragments to recover the original communication data.

Compared with the traditional mobile communication, our multichannel
solution raises the difficulty for advanced attackers to acquire the sensitive
communication data. With the multichannel transmission scheme, eaves-
dropping attackers on one transmission channel can only obtain the partial
communication data. As a result, attackers have to eavesdrop all the trans-
mission channels in order to recover the original data.

Even if the attackers can fully control the central server, it is still difficult
for them to recover the original communication data due to the split frag-
ments. As the fragments are disordered, the attackers have no idea on how
to reassemble and recover the original data. Further, as some data fragments
are not transferred via the Wi-Fi (or cellular network), the attackers cannot
obtain the whole communication data by only eavesdropping the server.

3. Related Work

In the literature, many solutions have been proposed to enhance the mo-
bile communication security. Mobile Virtual private network (VPN) is an
effective way to establish secure and reliable connection between two mobile
devices [3, 12]. In general, the mobile VPN can encrypt the network packets
based on IPsec [34], Secure Sockets Layer (SSL) [10], or Transport Layer Se-
curity (TLS) [29] protocols. Additionally, a SIP-based mobile VPN solution
is proposed for real-time applications, which comprises of several protocols
(e.g., SIP and cRTP) to provide secure VPN services [18, 31]. In contrast to
these solutions, our MSYM can effectively protect the communication secu-
rity without using a complex cryptographic protocol. It can also prevent the
service providers from accessing the sensitive communication data.

Covert channel [15] is another effective way to transfer confidential infor-
mation in untrusted mobile networks. It hides covert messages by exploiting
an authorized overt communication as the carrier medium for stealth commu-
nication [41]. Many schemes [7, 5, 11, 17, 40] based on covert channel have
been developed to secure the mobile communication. For example, Zhang
et al. [42] propose a method that re-arranged packets over mobile networks
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to build covert channels. Moreover, Zhang et al. also present a packet-
reordering strategy for Voice over Long-Term Evolution (VoLTE) [43], which
could improve the undetectability and robustness of communication by re-
ordering voice and video packets. Tan et al. [4] present an end-to-end covert
channel solution for mobile networks. This solution builds a covert chan-
nel based on VoLTE video stream via dropping out some specific packets.
Different from these covert channel solutions, our MSYM protects the com-
munication security by exploiting the multiple transmission channels without
the need of modifying the Android system.

Recently, the Android VpnService interface has been used for different
research purposes. Some researchers leverage it to detect the network delay
[38] and the traffic differentiation [19] in mobile networks. For example, Mop-
Eye [38] employs the VpnService to measure the network round-trip delay
of each app of Android system. Baidu’s TrafficGuard [16] optimizes the net-
work traffic by using the VPN to connect a remote server. Some researchers
(e.g., [30, 27, 28]) focus on using the VpnService to detect any privacy leak-
age. PrivacyGuard [32] utilizes the VpnService interface to intercept the
network traffic and then analyzes whether there is sensitive data. Haystack
[27] leverages the VpnService mechanism to measure real-world mobile net-
work traffic. AntMonitor [30] takes advantage of the VpnService interface for
efficient passive on-device mobile network monitoring. UpDroid [33] exploits
the VpnService to detect the sensitive networking behavior of Android appli-
cations. Different from these VPN applications, to the best of our knowledge,
our MSYM is the first system that leverages the VpnService mechanism for
multichannel communication on Android devices.

Some methods use the client-server VPN model, which transmits network
data to a remote server for data processing or logging. Meddle [26] is a
representative work to adopt this model for interposing all Internet traffic
on a mobile device. Recon [28] extends this work to identify privacy leakage
via mobile network. Since both of them adopt the client-server VPN model,
all network packets need to be sent to the remote server. This model may
result in the additional network delay and data leakage during transmission.
MSYM adopts the local VPN model, which processes network data on the
local device by maintaining a local TCP/IP stack.
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4. Design

4.1. Overview

Based on the multichannel communication mechanism, the general ar-
chitecture of our system is shown in Figure 2. There are three modules in
MSYM: data interception, data processing, and data transmission. On the
message sender, the data interception module utilizes the VpnService inter-
face to intercept the outgoing data sent by IM applications. After getting
the outgoing data, the data processing module splits the data into several
fragments. To improve the data security, these data fragments have to be dis-
ordered and encrypted. Then, the data transmission module transfers these
fragments via three data transmission channels, including Wi-Fi/cellular net-
work, Bluetooth, and SMS. On the message receiver, the data transmission
module receives the data fragments from all the channels. The data process-
ing module then has to decrypt & reorder these fragments and reassemble
the original data. Finally, the target application can receive the data, after
the data interception module injects the reassembled data to the VpnService
interface.
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Figure 2: An overview of MSYM’s architecture
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The basic workflow of our multichannel communication mechanism can
be summarized as follows:

1) The data interception module traps IP packets sent by a sender program
on the mobile device. Then, it reads and parses these packets to extract
their payloads.

2) The data processing module splits each payload into different data frag-
ments. To prevent these fragments from being reassembled by an attacker,
this module disorders and encrypts them. Afterwards, it puts these frag-
ments into the data transmission pool.

3) The data transmission module starts transferring data by distributing the
fragments from the data transmission pool to the transmission channels in
a random manner. There are three transmission channels at this module:
Wi-Fi/cellular network, Bluetooth and SMS.

4) When the target device receives the communication data through the data
transmission channels, the data can be stored in the data reassembling
pool.

5) The data processing module can decrypt and reorder the data from the
data reassembling pool to recover the original data.

6) The data interception module can reconstruct an IP packet based on the
reassembled data and then inject it into the receiver program.

4.2. Data Interception

Before transferring the data via multiple transmission channels, we have
to firstly intercept the network data sent by the target communication pro-
gram running on the Android device. For this purpose, one potential solution
is to modify the target program. However, it may not be compatible with the
code signing mechanism, and may make more engineering efforts for mod-
ifying the code. Instead, in this work, we use the VpnService interface to
intercept the network data, without the need of root privilege and application
rewriting.
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4.2.1. VpnService

Android VpnService interfaces exploit the TUN virtual network device
to intercept the network data. When the VpnService is enabled, Android
system can create a virtual network interface (VNI). After configuring the
addresses and routing rules, all outgoing network packets can be forwarded to
this VNI device. To facilitate accessing this device, Android system provides
a file descriptor for the target application. There are two major operations
to handle the descriptor: read and write. The former operation retrieves
outgoing packets routed to the VNI device, while the latter operation writes
incoming packets to the descriptor such that these packets can arrive at
target applications through the VNI. Accordingly, there are two components
in the data interception module: Packet Reader and Packet Writer.

4.2.2. Packet Reader

The packet reader reads and parses outgoing network packets from the
VNI device. As the VNI runs on the Internet Protocol (IP) layer, the packets
should always start with IP headers. Intuitively, an IP datagram can be used
for the TCP/UDP connection, in this work, we mainly focus on the TCP
connection, because it is more popular and complicated in practice.

Figure 3 shows the process of reading and parsing an IP packet. To
improve the network performance, the packet reader can create two threads:
reader thread and parser thread. The reader thread gets the IP packets from
VNI. Instead of analyzing the packets instantly, it puts the packets into the
FIFO ring buffer. Then the parser thread analyzes the packets and dispatches
them for future processing. Thanks to the wait-free property of the ring
buffer, the reader and parser thread can perform their tasks concurrently.

Packet Reader

Reader 

Thread

Parser

Thread
Ring Buffer

VNI

Forwarder 

Thread

Forwarder 

Thread

Figure 3: The process of packet reader

In general, a network packet can be divided into three parts: IP header,
TCP header, and TCP payload. After extracting the TCP payload from
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a packet, the parser thread has to pass it to the data processing module.
To this end, the parser thread dynamically creates a forwarder thread for
each TCP connection. In this case, a packet from the same TCP connection
can be dispatched to its corresponding forwarder thread, aiming to maintain
TCP states and data processing.

4.2.3. Packet Writer

The packet writer is responsible for reconstructing IP datagrams and in-
jecting them into the VNI, so that the communication application can receive
the network data. As shown in Figure 4, the packet writer includes multi-
ple forwarder threads, multiple reconstruction threads, and a writer thread.
The forwarder threads are used for receiving data from the data transmis-
sion module. As the data transmission module uses regular TCP socket for
data transmission, the forwarder threads can receive the TCP payloads only.
However, the writer thread has to inject the raw IP datagrams (not payload)
into the VNI. In the end, the reconstruction threads are created. For each
TCP connection, the reconstruction thread has to construct the correspond-
ing IP datagrams based on the TCP connection states maintained in the
forwarder thread.

Figure 4: The data flow of packet writer

To generate a valid IP datagram, the reconstruction thread has to recon-
struct the valid IP and TCP headers for each TCP payload. After generating
the IP datagrams, the writer thread can perform the network data injection
for the target receiver program. To ensure the reconstruction threads and
writer thread working in parallel, we use the Lock-free multi-producer single-
consumer (MPSC) ring buffer, which utilizes the read-modify-write atomic
operations for data synchronization.
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4.3. Data Processing

The main task of the data processing module is to split the outgoing
TCP payload and resemble the incoming data. Figure 5 shows the basic
workflow of this task. For the outgoing IP packets, the forwarder thread
splits their TCP payloads into various data fragments and then forwards
them into the data transmission pool with random order. To facilitate the
data reassembling, a data header is added for each data fragment. The data
transmission module can forward the incoming data into the data reassem-
bling pool. Then, the reconstruction thread will reassemble the data into
raw TCP payloads.

Reassembling Pool

Transmission Pool

Data 

Transmission

Reconstruction Thread

Data 

Reassembing

 TCP 

Payload

Data 

Fragmentation

Forwarder Thread

 TCP 

Payload

IP Packet

IP Packet

Figure 5: The work flow of data processing

4.3.1. Data Fragmentation

The data fragmentation procedure aims to generate encrypted and irreg-
ular data fragments. To this end, there are three phases in this procedure:
data splitting, header encryption, and data disorder. The forwarder thread
first splits the TCP payload into several fragments. To reassemble these frag-
ments on the target device, each fragment is marked with a two-byte header
(as shown in Figure 6(a)). This header identifies the length and ID of a frag-
ment, so that the data reassembling procedure knows the original location of
this fragment. To enhance the security of data transmission, the forwarder
thread encrypts each fragment header, and gathers these fragments into the
data transmission pool in a random order. In this case, even if attackers
can obtain all the fragments, they do not know the original position of each
fragment. This can greatly increase the cracking difficulty for even advanced
attackers.

Algorithm 1 shows the procedure of data fragmentation. Before splitting
a TCP payload, we should first know how many data fragments that the
payload needs to be split (Line 2). For each intended fragment, we identify
the fragment length (Line 6) and then encrypt the length flag (Line 7). We
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also input this encrypted length to the associated fragments array entry.
Each fragments array entry stores a data fragment. Similarly, we encrypt
the fragment ID that records the original location of this fragment. Then, we
input it to the fragments array entry as well (Line 8). After that, we input
the corresponding part of the payload to the fragments array entry (Line 9).
When all the fragments are fully prepared, we generate a random sequence
(Line 12) by using the Fisher-Yates shuffle algorithm [36]. According to the
generation sequence, we input all the data fragments to the result array
(Line 14-15).

Algorithm 1 Data Fragmentation

Input: A TCP payload: payload.
Output: An array of unordered data fragments: result.

1: function fragmentation(payload)
2: n← getFragmentNumber(payload);
3: fragments[]← an empty two-dimensional array; . The fragments[]

array is used to store the data fragments
4: start← 0; . Start is the index of the fragment
5: for each id ∈ [1, n] do
6: len← getFragmentLength(start, id, n, payload);
7: fragments[id][0]← encrypt(len); . Encrypt the fragment length

and put it into the fragments[]
8: fragments[id][1]← encrypt(id); . Encrypt the original position

id and put it into the fragments[]
9: fragments[id][2 : 2 + len]← payload[start : start + len]; . Put

the corresponding part of the payload into the fragments[]
10: start← start + len;
11: end for
12: ran[]← randomSequence(1, n); . Generate a random sequence in

the range of 1 and n
13: result[]← an empty array;
14: for each i ∈ [1, n] do
15: result[i]← fragments[ran[i]]; . Put the data fragment

numbered ran[i] into the result[]
16: end for
17: return result;
18: end function
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(a) Data fragment

(b) Main header

(c) Final transmitted data

Figure 6: The data format for data processing and transmission

A Motivating Example. Figure 7 shows a simple example to illustrate
the workflow of data fragmentation. Firstly, the raw data from the packet
reader is split into 16 fragments numbered sequentially from 1 to 16. Each
fragment adds an encrypted header to identify its length and original posi-
tion. Secondly, a random sequence is generated between 1 and 16, such as {5,
13, 3, 8, ..., 15}. According to the order of the generated sequence, we input
these fragments to the data transmission pool. Thus, these data fragments
stored in the data transmission pool could be numbered as {5, 13, 3, 8, ...,
15}. In the end, these fragments have to be distributed to the remote mobile
device via aforementioned three data transmission channels.

Raw Data

Data Transmission Pool

Wi-Fi Transmission 

Channel

Bluetooth 

Transmission Channel

SMS Transmission 

Channel

1 2

3 4

5 6

7 8

9 10

11 12

13 14

15 16

5 13 3 8

7 12 14 6

16 4 1 10

2 11 9 15

Figure 7: An example of data fragmentation
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4.3.2. Data Pool

After receiving a data fragment, a straightforward method is to deliver
it to the data transmission module immediately. However, this may intro-
duce considerable performance cost for real-time transmission when there
are a large number of fragments. To address this problem, we apply a data
transmission pool to cache outgoing data fragments for later transmission.
Similarly, we use a data reassembling pool to store the incoming data for
later reassembling. Thanks to the data structures, the forwarder thread and
reconstruction thread can process subsequent data without waiting for the
current data being sent or reassembled.

In the data transmission module (§4.4), there are three sender threads
retrieving data from the data transmission pool and three receiver threads
inputting data to the data reassembling pool. To avoid the thread collision
problems caused by several threads accessing a data pool simultaneously,
we take advantage of the thread-safe blocking queue, which supports multi-
thread access based on internal locks. In particular, it blocks threads retriev-
ing an element when it is empty, and blocks threads storing an element when
the space is full.

4.3.3. Data Reassembling

Due to the data fragmentation, the incoming data received from the mul-
tiple transmission channels is encrypted and disordered. By considering the
transmission performance, we combine the data fragments in the data trans-
mission module (§4.4). For data reassembling, each incoming data contains
a main header and several data fragments, as shown in Figure 6(c). To en-
sure the communication application can get the raw data, the incoming data
should be reassembled into the raw TCP payload.

Algorithm 2 shows the procedure of data reassembling. Compared with
the data fragmentation procedure, there are two opposite operations in the
data reassembling procedure: header decryption, and data reordering. After
the reconstruction thread retrieves the data from the data reassembling pool,
it has to first decrypt the first byte of the incoming data aiming to get the
main header (Line 2). Based on this main header, we can know the number
of data fragments (Line 3). For each fragment, we decrypt the first two
bytes of the fragment to recover its length (Line 7) and the original position
id (Line 8). Then, we extract the raw data of this fragment and store it
into the associated fragments array entry (Line 9). After recovering all the
data fragments, we reorder them in a sequence to recover the original payload
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(Line 12). Finally, the reconstruction thread utilizes the reassembled payload
to construct the IP datagram.

Algorithm 2 Data Reassembling

Input: The incoming data: data.
Output: The reassembled data: result.

1: function reassemblingData(data)
2: mainHeader ← decrypt(data[0]); . Decrypt the first byte of the

incoming data to get the main header
3: n← getFragmentNumber(mainHeader);
4: fragments[]← an empty array; . The fragments[] array is used to

store the data fragments
5: index← 1;
6: for each i ∈ [1, n] do
7: len← decrypt(data[index + +]); . Get the data fragment length
8: id← decrypt(data[index + +]); . Get the original position id of

the data fragment
9: fragments[id]← data[index : index + len]; . Put the raw data

fo the fragment into its original position of the fragments[]
10: index← index + len; . Get the index of the next data fragment
11: end for
12: result[]← fragments[1] : fragments[2] : ... : fragments[n]; .

Combine the data fragments into the result[] in sequence
13: return result;
14: end function

4.4. Data Transmission

In the data transmission module, there are three different channels, in-
cluding Wi-Fi/cellular network, Bluetooth, and SMS. For each channel, the
corresponding communication instance should be launched to communicate
with the remote device. There are two threads for each communication in-
stance: sender thread and receiver thread. The former is responsible for
sending the outgoing data to the remote mobile device. The main task of
the receiver thread is to retrieve the incoming data sent to the instance. In
practice, one of the transmission channels may not work well due to various
reasons, e.g., poor wireless signal. Therefore, we design a channel switch and
recovery solution to improve the reliability of our multichannel mechanism.
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To reduce the transmission overhead, we combine the data fragments
that can be transferred by the same transmission channel into a whole piece
of data. In such way, the fragments from the same TCP payload can be
transmitted for only once. Figure 6 shows the format of transmission data,
which consists of a main header and several data fragments. The main header
(as shown in Figure 6(b)) includes the transmission channel information and
the number of data fragments.

4.4.1. Communication Instance

As each channel has its own data transmission method, there are three
different communication instances for the three channels. Each communica-
tion instance is initialized by the forwarder thread corresponding to the TCP
connection. In addition, the forwarder thread initializes a sender thread and
a receiver thread for each channel to send and receive data, respectively.

Once data fragments are forwarded into the data transmission pool, the
three sender threads can retrieve them randomly due to the randomness of
the thread schedule. To improve the transmission performance, we assign dif-
ferent time slices to these sender threads based on their transmission speeds.
In other words, the channel with higher speed could get more data. Then
each sender thread combines the data fragments into a whole piece of data
and adds a main header to the combined data. Later, the sender thread for-
wards the data to the communication instance on the remote device. While
the receiver thread retrieves the incoming data sent to the communication
instance and inputs the data to the data reassembling pool for processing.

4.4.2. Channel Switch and Recovery

In some scenarios, the transmission channel may not work well due to the
poor wireless signal. To address this problem, we propose a channel switch
and recovery solution. When the quality of service (QoS) of the data trans-
mission channel becomes poor, our system can activate the channel switch
to abandon the low-speed channel. Instead, when the QoS of the channel be-
comes good, the abandoned channel can be recovered. To measure the QoS of
data transmission, we use the received signal strength indication (RSSI) and
the round-trip time (RTT) as the indicators. When both indicators become
worse, our system starts switching the channel to another one.

Figure 8 shows an example of the channel switch. Initially, the mobile
device uses three channels for data transmission. For each channel, there
is a corresponding transmission queue that can be used for retrieving data
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Figure 8: An example of channel switch

fragments from the data transmission pool. Specifically, there are 6 data
fragments numbered from 1 to 6 in this transmission pool. Each sender
thread associated with a transmission channel can obtain fragments from
this pool and deliver them to the associated transmission queue. In the
beginning, the Wi-Fi transmission queue will retrieve the fragments 5 and
3. When the Wi-Fi transmission channel encounters a transmission problem
or the QoS of this channel becomes poor, the data transmission module will
throw an exception. To deal with this exception, our method activates the
transmission channel switch. In this case, the data transmission module will
migrate the data fragments 5 and 3 from the Wi-Fi transmission queue to
the Bluetooth transmission queue. In order to avoid the receiver application
selecting the poor channel, the data transmission module will notify our
MSYM to make a channel switch. In addition, the data transmission module
will suspend the corresponding sender and receiver threads that are used for
Wi-Fi transmission.

Figure 9 illustrates an example of channel recovery. Suppose there is
a problem in the Wi-Fi transmission channel. When the problem is fixed,
the transmission module can resume the sender and receiver threads of this
channel. Then it can import the data fragments 5 and 3 from the Bluetooth
transmission queue to the Wi-Fi transmission queue. Further, the data trans-
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mission module can notify the MSYM to reuse this channel to send or receive
data.

Figure 9: An example of channel recovery

4.5. Multichannel Communication Deployment

In this part, we describe how to adapt the existing communication ap-
plication to leverage our MSYM for multichannel communication. The first
step is to identify the communication port of the application. As the commu-
nication port is unique for each application, we can build an application list
for multichannel communication, which can be configured manually. If the
application is not in the list, MSYM can just forward their network traffic
via Wi-Fi/cellular network channel directly without processing them. The
second step involves analyzing the communication data format. Generally,
the communication raw data contains headers and payload information. For
the simplicity and correctness, MSYM just splits the payload (but not the
headers) for multichannel communication. For the communication between
MSYM and the central server, the header information should be added before
splitting the data.
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5. Implementation

In the evaluation, we implemented our MSYM based on Android system.
The implementation relies on the VpnService to intercept network traffic
and transmit data via the three transmission channels (i.e., Wi-Fi/cellular
network, Bluetooth, and SMS).

5.1. Data Interception

The data interception procedure can be described as follows. Firstly, we
enable the VpnService after obtaining the BIND VPN SERVICE permission
from the Android system. Then, we set up a reader thread and a writer
thread to retrieve IP packets from the VNI and inject IP packets to the
VNI, respectively. To extract the header and the payload of each IP packet,
we create a parser thread, which can be used to parse IP packets. Then, it
creates a forwarder thread for each TCP connection aiming to maintain TCP
states and process data.

To dispatch a packet to its corresponding forwarder thread, we build a
mapping relationship between the forwarder thread and port numbers (both
source and destination port numbers) of a packet. The reason of using the
port number is due to its unique identification of TCP connection on a single
device. If a packet comes from a new TCP connection, the parser thread can
create a forwarder thread and bind it to the port numbers. Otherwise, the
parser thread will dispatch the packet to an existing forwarder thread bound
to the port numbers.

To construct the IP datagrams based on the incoming data, the forwarder
thread can set up a reconstruction thread, which constructs IP datagrams
and injects them to the VNI by the writer thread. To ensure the correctness
and concurrency of the data delivery between multiple threads, we imple-
mented the Lamport’s ring buffer algorithm [14] based on the atomic memory
operations provided by Java APIs.

5.2. Data Processing

According to the IP datagram’s format, the maximum transmission unit
(MTU) indicates the maximum sized datagram that can be transmitted
through the network [24]. Usually, the maximum transmission unit (MTU)
is set as 1500 bytes [21]. By considering the performance cost, we just split
the raw TCP payload into 1 ∼ 20 fragments. It is worth noting that a larger
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number of fragments means that more time consumption is required for data
fragmentation and reassembling.

For the fragment header encryption, we adopted bitwise XOR operation,
where we can use the same key to decrypt the encrypted header. For sim-
plicity, we do not apply the key negotiation method to generate the shared
key. Instead, we store the shared keys on the target mobile devices before-
hand. To improve the data security, we implemented a simple protocol for
two devices to change the shared key periodically. Specifically, we use a key
array to manage the shared keys. There are 1024 keys in the key array. To
refresh the shared keys, our system first utilizes the end-to-end communi-
cation channels (e.g., Bluetooth or SMS) to establish connection. Then, it
notifies the two mobile devices to jointly select a different key from the key
array within a pre-defined time cycle (e.g., 5 minutes). The key selection
scheme and refresh time cycle can be configured. We believe that this can
increase the cracking difficulty for attackers.

5.3. Data Transmission

To communicate with the remote device via the multiple channels, the
forwarder thread can create three different communication instances for Wi-
Fi/cellular network, Bluetooth, and SMS channels, respectively. Each chan-
nel has a sender thread and a receiver thread to either send or receive data.
By considering the diverse speed among channels, we allocate different time
slices for each channel aiming to achieve good performance. If one channel
is given more time slice, the associated threads should get more execution
time and transmit more data. As the SMS is chargeable and its transmission
speed depends on a couple of factors (e.g., SMS gateway and base station),
we just allocate it with a small time slice. Additionally, as the SMS channel
can only support sending the string format message (e.g., ASCII and Uni-
code characters), it cannot directly transmit the data fragments in the binary
format. To handle this issue, we leverage the Base64 encoding method to
encode the outgoing binary data for the SMS channel.

For the use of Wi-Fi/cellular network channel, we utilize the SocketChan-
nel APIs. By registering the SocketChannel with a Selector, we can use this
Selector to monitor any read and write network events. When the Selector
detects a read event, the receiver thread can ask the SocketChannel to read
data into a buffer. Then the receiver thread can input it to the data re-
assembling pool. When the Selector detects a write event, the sender thread
can write the data from a buffer into the SocketChannel. For the Bluetooth
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channel, we use the Android Bluetooth APIs, while for the SMS channel,
we use the Android SmsManager and SmsMessage APIs to send and receive
short messages.

5.4. TCP/IP Stack

To maintain the TCP connection states, we implemented a TCP/IP stack
according to RFC 793 [25] for our MSYM. A mobile application has to firstly
establish TCP connections with MSYM, and then communicates with the
remote target. A TCP connection lifecycle can be divided into three phases:
connection establishment, data transfer, and connection termination.

Connection Establishment: When MSYM intercepts a SYN packet
from a sender application, it should respond with a SYN ACK packet for
completing the TCP three-way handshake. When our MSYM intercepts the
corresponding ACK packet from the same application, it can indicate the
TCP connection between the sender application and the MSYM.

Data Transfer: When MSYM intercepts the outgoing data, it can pro-
cess and transmit data. To maintain the local TCP/IP stack, MSYM should
respond with an ACK packet to the sender application and update the cor-
responding TCP states. When MSYM intercepts the incoming data, MSYM
can reassemble the data. Afterwards, it can construct the IP datagrams and
then inject them into the receiver application.

Connection Termination: A TCP connection can be terminated by the
sender or receiver. When MSYM intercepts a FIN packet from the sender
application, it should respond with the FIN ACK and FIN packets. After
intercepting the ACK packet from the same application, MSYM can close
the TCP connection and terminate the corresponding threads. Similarly,
when the receiver application tries to stop the connection, MSYM can gen-
erate a FIN packet to this application. Then, MSYM would intercept the
corresponding FIN ACK and FIN packets from the receiver application. Af-
ter that, MSYM can generate an ACK packet to this application. Finally,
MSYM could close the TCP connection and terminate the corresponding
threads.

6. Evaluation

In this section, we evaluate the effectiveness and performance overhead of
our prototype implementation of MSYM. As a study, we leverage an open-
source Instant Messaging (IM) application for mobile communication be-

24

                  



tween two Android devices. This application employs the client-server model
and has the ability to transfer plain texts and files. We deployed the server
to forward network data using a laptop with one Intel 1.7GHz i5 4210U CPU
and 8 GB memory. We installed the IM application and MSYM in two real
Android 5.0 mobile phones1 (including Huawei Honor 6+ Plus and Huawei
Aschend Mate7).

6.1. Effectiveness

The effectiveness evaluation mainly focuses on two functionalities of MSYM.
The first one is to test whether MSYM can transfer network data through
multiple transmission channels. The other one is to investigate whether
MSYM can perform channel switch and recovery effectively.

To evaluate the effectiveness of the multichannel transmission, we exam-
ine four combinations based on the three transmission channels. Table 1
shows all the combinations: Wi-Fi and Bluetooth channels, Wi-Fi and SMS
channels, Bluetooth and SMS channels, and all of the three channels. For
each combination, we configured the MSYM to open the tested channels and
turn off the untested one. Then, the network data of the IM application was
transferred over MYSM via the activated channels. We did not test the cellu-
lar network because our server was running on a personal computer without
a public IP address. In addition, as both cellular network and Wi-Fi use the
same socket APIs, we can only test the Wi-Fi or cellular network channel. To
verify whether the outgoing data has been fragmented, we use the Wireshark,
an open-source network packet analyzer, to intercept and analyze network
packets. Also, we parse the incoming data of Bluetooth and SMS channels
on the target device to verify the procedure of these two channels.

Table 1: The effectiveness of MSYM

Channel
Transmission Channel switch Channel recovery

Wi-Fi Bluetooth SMS

• • X X X
• • X X X

• • X X X
• • • X X X

1Actually, our method can work on Android 5.0 ∼ 9.0 systems.
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Later, we utilize the IM application to send plaintexts and files to another
device, and analyze whether the target application can receive these data. As
shown in Table 1, we repeated the experiments several times. It is found that
the target application can receive the intact data successfully regarding the
above four combinations. Furthermore, the packets captured by Wireshark
indeed contain disordered and encrypted fragments, ensuring that a third-
party could not obtain the raw data without knowing the data order and the
decryption key.

To evaluate the channel switch and recovery mechanism, we also per-
formed the experiments with the above four combinations. Different from
the multichannel transmission evaluation, this experiment has to turn off a
running transmission channel during the run time. Then, we verify whether
the MSYM can switch the poor channel to another channel automatically.
For this purpose, we just checked whether the IM application can work nor-
mally over MSYM. To examine the channel recovery mechanism, we first
re-enable the closed channel. Then we observe the working status of the
tested IM application to check if it works properly. Later, we capture the
incoming data of the previously poor channel to verify whether this channel
can transmit data again.

To perform the Wi-Fi channel switch evaluation, we manually shut down
the wireless router in order to simulate a scenario of bad Wi-Fi signals.
After the transmission channel was switched, we restarted the wireless router
to test the Wi-Fi channel recovery mechanism. For testing the Bluetooth
transmission channel, we move one device far away from another to weaken
the Bluetooth signal. Then, we move these two devices close to each other
again. Regarding the SMS transmission channel, we interrupt it by using
the mobile phone jammer, which can effectively disrupt the communication
between mobile phones and the base stations [37]. Similarly, we then make
the SMS channel available again by stopping the jammer.

Table 1 depicts the effectiveness of channel switch and recovery mech-
anism. It is found that with the help of this mechanism, these two IM
applications can communicate successfully over MSYM even in the bad com-
munication environments with poor wireless signals. By capturing the trans-
mitted data from the poor channel, it is observed that the data transmission
module can reuse this channel when the QoS becomes good.

On the whole, the experimental results show that our MSYM can switch
the poor channel to another one automatically, and can activate the poor
channel again when its transmission state becomes normal.
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6.2. Performance Overhead

To measure the performance overhead of MSYM, we utilize the open-
source IM application to transfer the network data. Before validating the
performance of multiple transmission, we first evaluate the performance cost
for the ordinary mobile applications when MSYM was deployed with only
Wi-Fi channel. Specifically, we consider two scenarios. The first scenario is
to evaluate the native network performance of mobile applications without
deploying the MSYM. The second scenario is to measure the network perfor-
mance of mobile applications with the MSYM deployment. For this purpose,
we leverage the SpeedTest, an application for testing the ping delay and net-
work speed. To obtain the reliable results, we execute the test application ten
times for each scenario and then calculate the average measurement values.

Table 2 illustrates the experiment results. Compared with the native per-
formance, we found that the additional performance cost caused by MSYM
is very small. In particular, with the deployment of MSYM, there was not
ping delay, but the download speed slows down by around 6%, and the up-
load speed slows down by about 2.6%. The additional overhead was caused
by the data interception and transmission operations of MSYM. In the data
interception procedure, MSYM leverages the VpnService to intercept the
outgoing packets and inject the incoming packets. MSYM needs to maintain
the state of each TCP connection and uses these states to construct the IP
datagrams. Also, during the data transmission, MSYM has to carry out the
additional I/O operations to send and receive network data.

Table 2: The network performance by using SpeedTest.

Ping (ms) Download (MB/s) Upload (MB/s)

No MSYM 2 0.89 0.39
MSYM with Wi-Fi channel 2 0.84 0.38

To test the multichannel transmission performance, we apply the IM ap-
plication in four different measurement scenarios: without MSYM, MSYM
with Wi-Fi channel, MSYM with Bluetooth channel, and MSYM with Wi-Fi
and Bluetooth channels. As we have to perform each test several times and
SMS was chargeable, we do not test the network performance of MSYM with
SMS channel. In fact, the speed of SMS depends on a couple of factors (e.g.,
SMS gateway and base station), making it relatively difficult to measure the
SMS speed.
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For each measurement scenario, we use the IM application to transfer
plaintexts and files between two different Android devices with various sizes.
By considering the network instability, we transfer each plaintext and file ten
times, and then figure out the average measurement values. Regarding the
different speed of Wi-Fi and Bluetooth channels, we allocate different time
slices for each channel to achieve good performance. To identify the optimal
data allocation ratio, we distribute data to each channel with different ratios
and then compare the network performance. After the extensive experiments,
we found the best data distribution ratio to be 2:1. Accordingly, we assign
the time slices for Wi-Fi channel twice than that of Bluetooth channel.
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Figure 10: Comparison of various data transmission methods

Figure 10 shows the delay of plaintext transmission (Figure 10(a)) and
file transmission (Figure 10(b)) in four measurement scenarios. When trans-
ferring plaintexts with relatively small size, the Bluetooth channel incurred
the lowest delay while the Wi-Fi channel introduced the highest one. In
general, the transmission delay relies on two factors. The first fact is the
fragmentation procedure even if MSYM uses only one single channel. The
other factor is that Wi-Fi channel has to forward data to the server while the
Bluetooth channel can transfer data end-to-end. However, when transferring
large file, the transmission delay of Bluetooth channel increases significantly
due to its relatively low speed. In particular, the transmission performance
of combined two-channel (i.e., Wi-Fi and Bluetooth) is better than the single
Wi-Fi channel. This is because the two-channel uses Bluetooth to transfer
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partial data. For the native communication mechanism without MSYM, the
transmission delay is between the Bluetooth and Wi-Fi channels. Compared
with the native communication, the extra performance cost introduced by
two-channel transmission is about 29% on average when transferring plain-
text.

When transferring files with large size, the native communication mecha-
nism (without MSYM) incurs the lowest transmission delay while the Blue-
tooth channel introduces the highest delay. When using only Wi-Fi channel
to transfer the large files, the network performance is similar to the native
communication. However, when using two-channel (i.e., Wi-Fi and Blue-
tooth) to transfer the large files, the network performance is worse than the
Wi-Fi channel. The main reason is that the Wi-Fi channel has a faster trans-
mission speed than the Bluetooth channel. Before reconstructing an IP data-
gram, MYSM has to ensure the split payloads transferred from Wi-Fi and
Bluetooth channels are fully prepared. On the other hand, the two-channel
has a better network performance than one single Bluetooth channel due to
the faster transmission speed of Wi-Fi. Compared with the native communi-
cation, the additional performance cost caused by two-channel transmission
is about 41% on average when transmitting files.

6.3. Power Consumption
To evaluate the power consumption of MSYM, we apply the IM applica-

tion in four different scenarios: without MSYM, MSYM with Wi-Fi channel,
MSYM with Bluetooth channel, and MSYM with Wi-Fi and Bluetooth chan-
nels. Since the SMS channel is chargeable, we do not test the channel. For
each test scenario, we first fully charge the target Android devices. Then, we
use the IM application to send and receive files between two Android devices
every 10 seconds within 60 minutes.

Table 3: The power consumption rate in battery level

Scenarios Sender Receiver

No MSYM 3.00% 3.00%
MSYM with Wi-Fi channel 4.20% 3.80%

MSYM with Bluetooth channel 3.80% 3.70%
MSYM with Wi-Fi and Bluetooth channels 5.40% 5.00%

Table 3 shows the power consumption rate at the battery level for four
test scenarios. Compared with the test case of native system, the maximal
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power consumption cost of these tests is 2.4% when both of the Wi-Fi and
Bluetooth channels are enabled. Particularly, the power consumption of the
single Wi-Fi channel is a little bigger than the single Bluetooth channel. This
result indicates the Wi-Fi channel needs more power consumption than the
Bluetooth. Moreover, the send operation consumes more power than the
receive operation. The results show that the fragmentation procedure needs
more CPU resources than the reassembling procedure.

7. Discussion

In this work, we implemented the MSYM on Android mobile phones, but
it can also be applied to another devices that adopt the Android system with
the VpnService interface. In addition, our multichannel mechanism is not
limited to a specific operating system. It could be applied to other mobile
systems (i.e., iOS) as long as they support the VPN interface. In general, our
approach can be applied to secure the End-to-End communication between
mobile devices. For example, our method could be potentially used for mobile
communication between unmanned aerial vehicles, whose communication is
critical. To further improve the communication security, we could use a
lightweight method to encrypt the TCP payload.

Since MSYM uses the Bluetooth channel for data transmission, the in-
herent drawback of this channel is the short communication distance. To
address this problem, we can use a different transmission channel to replace
the Bluetooth. For example, ZigBee based on IEEE 802.15.4 standard can
be used to create personal area networks with long distances [20]. Unfor-
tunately, many android devices do not have this equipment. In addition,
some mobile devices may have two or multiple wireless network interface
controllers (NICs). Thus, we could use these wireless NICs for multichannel
communication.

For the communication between the server and the client, an outgoing
packet usually includes some information required by a server to identify the
source and target clients. Such information should be maintained during the
data processing, so that the server can identify and forward this packet. Cur-
rently, MSYM only supports the communication applications when knowing
their communication data format. In particular, our solution cannot apply to
the communication applications that have the checksum verification mech-
anisms. A potential solution for this problem is to use the protocol reverse
engineering [8] method to extract the message format, keeping the necessary
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information and recalculating the checksum. However, MSYM can be easily
applied to the mobile-to-mobile (M2M) [39] communication applications that
do not require to forward the messages to the intermediate server.

8. Conclusion

The traditional mobile communication system usually uses one single
channel for data transmission. To defend against the network eavesdropping
attacks in such system, we design MSYM, a multichannel communication sys-
tem for Android devices. In particular, MSYM first exploits the VpnService
interface provided by Android system to intercept the network data. Then,
it splits the intercepted network data into different fragments, and transfers
these data fragments to the target mobile device via multiple transmission
channels, including Wi-Fi/cellular network, Bluetooth and SMS. With the
multichannel communication mechanism, it increases the cracking difficulty
for attackers to recover the sensitive communication data. Our evaluation
results show that our MSYM can transfer data effectively using multiple
transmission channels and the performance cost is moderate.
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